## Bugs do milênio

Erros teóricos:  
-Não ler o enunciado do problema com calma.  
-Assumir algum fato sobre a solução na pressa.  
-Não reler os limites do problema antes de submeter.  
-Quando adaptar um algoritmo, atentar a todos os detalhes da estrutura do algoritmo, se devem (ou não) ser modificados (ex:marcação de vértices/estados).  
-O problema pode ser NP, disfarçado ou mesmo sem limites especificados. Nesse caso a solução é bronca mesmo, não é hora de tentar ganhar o prêmio nobel.  
  
Erros com valor máximo de variável:  
-Verificar com calma (fazer as contas direito) para ver se o infinito é tão infinito quanto parece.   
-Verificar se operacoes com infinito estouram 31 bits.  
-Usar multiplicacao de int's e estourar 32 bits (por exemplo checar sinais usando a\*b > 0).  
  
Erros de casos extremos:  
-Testou caso n=0? n=1? n=MAXN? Muitas vezes tem que tratar separado.  
-Pense em todos os casos que podem ser considerados casos extremos ou casos isolados.  
-Casos extremos podem atrapalhar não só no algoritmo, mas em coisas como construir alguma estrutura (ex: lista de adj em grafos).  
-Não esquecer de self-loops ou multiarestas em grafos.  
-Em problemas de caminho Euleriano, verificar se o grafo é conexo.

Erros de desatenção em implementação:  
-Errar ctrl-C/ctrl-V em código. Muito comum.  
-Colocar igualdade dentro de if? (if(a = 0) continue;)

-Esquecer de inicializar variável.  
-Trocar break por continue (ou vice-versa)

-Declarar variável global e variável local com mesmo nome (é pedir pra dar merda...)  
  
Erros de implementação:  
-Definir variavel com tipo errado (int por double, int por char).  
-Não usar variável com nome max e min.  
-Não esquecer que .size() é unsigned.  
-Lembrar que 1 é int, ou seja, se fizer *long long a = 1 << 40;*não irá funcionar (o ideal é fazer long long a = 1LL << 40;).  
  
Erros em limites:  
-Qual o ordem do tempo e memória? 10^8 é uma referencia para tempo. Sempre verificar rapidamente a memoria, apesar de que o limite costuma ser bem grande.  
-A constante pode ser muito diminuida, com um algoritmo melhor (ex: húngaro no lugar de fluxo) ou operações mais rápidas (ex: divisões são lentas, bitwise é rápido)?  
-O exercicio é um caso particular que pode (e está precisando) ser otimizado e nao usar direto a biblioteca?  
  
Erros em doubles:  
-Primeiro, evitar (a não ser que seja necessário ou mais simples a solução) usar float/double. E.g. conta que só precisa de 2 casas decimais pode ser feita com inteiro e depois % 100.  
-Sempre usar double, não float (a não ser que o enunciado peça explicitamente);  
-Testar igualdade com tolerância (absoluta, e talvez relativa).  
-Cuidado com erros de imprecisão, em particular evitar ao máximo subtrair dois números praticamente iguais.  
  
Outros erros:  
-Evitar (a não ser que seja necessário) alocação dinâmica de memória.  
-Não usar STL desnecessariamente (ex: vector quando um array normal dá na mesma), mas usar se facilitar (ex: nomes associados a vértices de um grafo - map<string,int>) ou se precisar (ex: um algoritmo nlogn q usa <set> é necessário para passar no tempo).  
-Não inicializar variavel a cada teste (zerou vetores? zerou variavel que soma algo? zerou com zero? era pra zerar com zero ou com -1 ou com INF?).  
-Saída está formatada corretamente?  
-Declarou vetor com tamanho suficiente?  
-Cuidado ao tirar o módulo de número negativo. Ex.: x%n não dá o resultado esperado se x é negativo, fazer (x%n + n)%n.
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TODO:

- selection (k-ésimo elemento)

- revisar algoritmos em grafos

max flow, min cost flow, min cut, MST, ordenação topológica, pontes e vértices de articulação, componentes biconexas

- algoritmos geométricos

Não esquecer

* Testar o compilador do jugde no warmup
* Casos particulares (N = 0, N = 1, a == b, )
* Inicializar variáveis
* Possibilidades de overflow
* Variáveis com nomes iguais
* using namespace std;
* size() é **unsigned int** -> Cuidado com overflow
* Usar reserve() quando usar vector
* Queue e Stack **NÃO** têm .clear()

Operações com bits

**#define** ON(a, i) a |= 1<<(i)

**#define** OFF(a, i) a &= ~(1<<(i))

**#define** ISON(a, i) (a & (1<<(i)))

// Quando você quer mais que 32 bits

**unsigned int** v[1000];

**#define** ON(v, i) v[i>>5] |= 1<<((i)&31)

**#define** OFF(v, i) v[i>>5] &= ~(1<<((i)&31))

**#define** ISON(v, i) (v[i>>5] & (1<<((i)&31)))

Desligar todos os bits: a = 0;

Ligar todos os bits: a = ~0;

Inverter todos os bits: a = ~a;

Isolar o bit menos significativo: a = (a & -a);

Contagem de “1” ones()

// Calcula quantos “1” tem a

unsigned ones(register int a){

a = (a & 0x55555555) + ((a >> 1) & 0x55555555);

a = (a & 0x33333333) + ((a >> 2) & 0x33333333);

a = (a & 0x0F0F0F0F) + ((a >> 4) & 0x0F0F0F0F);

a = (a & 0x00FF00FF) + ((a >> 8) & 0x00FF00FF);

a = (a & 0x0000FFFF) + ((a >>16) & 0x0000FFFF);

**return** a;

}

Combinatória

Maior Divisor Comum gcd()

// Calcula o gcd(a,b) para **a > b**

unsigned int gcd(int a, int b){

int k = a % b; if (!k) **return** b;

**return** **gcd(b, k)**;

}

Você Sabia? O número de pontos no reticulado sobre a reta que liga (1,1) e (m, n) é gcd(m, n).

**unsigned int** **safe\_gdc**(int a, int b){

**if** (**!**b)

**return** max(a, 1);

**else**

**return** gcd(a, b);

}

**void** **normaliza**(int &a, int &b){

**int** k = safe\_gdc(a, b);

a /= k;

b /= k;

}

void normaliza(int &a, int &b, int &c){

int k = safe\_gdc(safe\_gdc(a, b), c);

a /= k;

b /= k;

c /= k;

}

Binomial com triângulo de Pascal Bipascal()

// **unsigned int** => overflow em (35 15) e (35 16)

// **unsigned long long** => overflow em (63 29)

**#define** NMAX 35

unsigned int tri[NMAX][NMAX];

void calculaPascal() {

for (int i=0; i < NMAX; i++) tri[i][0]=1;

tri[1][1] = 1;

for (int i = 2; i < NMAX; i++)

for (int j = 1; j <= i; j++)

tri[i][j] = tri[i-1][j] + tri[i-1][j-1];

}

int Bi\_pascal (int n, int k) {

return tri[n][k];

}

Binomial recursivo Bi()

// O(min(n,k)) para calculo do Binomial

unsigned int Bi (int n, int k){

**if** (k>n-k) **return** **Bi(n, n-k)**;

**if** (!n || !k) **return** 1;

**return** n\***Bi(n-1, k-1)**/k;

}

Binomial recursivo sem overflow Bi()

// Calculo do Binomial evitando overflow

// needs **gcd()**

unsigned int Bi\_safe (int n, int k){

**unsigned int** m, q;

**if** (k > n-k) **return** **Bi\_safe (n, n-k)**;

**if** (!n || !k) **return** 1;

m = Bi\_safe(n-1, k-1);

q = **gcd(n,k)**; k/=q;

**return** (m / k) \* (n / q);

}

**Quantidade de permutações** perms()

// retorna a quantidade de permutacões de e[n]

// leva em conta repetição de elementos

// elementos podem estar desordenados

// perms([e0, e1, ..., en]) = n \* perms([e1, ..., en]) / freq(e0)

// O (n­2)

unsigned int perms (char \*e, int n){

if (n == 1) return 1;

char x = e[0];

unsigned int contagem = 1;

for (int i = 1; i < n; i++)

if (x == e[i]) contagem++;

return n \* perms(&e[1], n-1) / contagem;

}

Ordem de uma permutação permton()

#include <algorithm>

using namespace std;

// retorna a ordem da permutacao de e[n]

// needs **perms()**

int permton (char \*e, int n){

**if** (n == 1) **return** 1;

**char** c[128];

**for** (int i=0; i<128; i++)

c[i] = 0;

**int** ret = 0;

**for** (**int** i=1; i < n; i++){

**if** (e[0] > e[i] && !c[e[i]]){

c[e[i]] = 1;

troca(e[0], e[i]);

ret += perms(&e[1], n-1);

troca(e[0], e[i]);

}

}

**return** ret + **permton**(&e[1], n-1);

}

k-ésima permutação ntoperm()

#include <algorithm>  
#include <string.h>  
using namespace std;

// retorna a k-esima permutacao dos elementos de e[n]

// e[n] deve vir ordenado, **e[n] é destruído**!!!

// needs **perms()**

string ntoperm (char \*e, int n, unsigned int k){

**if** (n == 1)

**return** string(1, e[0]);

**char** c[128];

**for** (**int** i=0; i<128; i++)

c[i] = 0;

**unsigned int** t = 0, j = perms(&e[1], n-1);

**int** i = 0;

c[e[0]] = 1;

**while**(j < k){

i++;

if(!c[e[i]]){

c[e[i]] = 1;

**troca** (e[0], e[i]);

t = j;

j += **perms(&e[1], n-1)**;

**troca** (e[0], e[i]);

}

}

**for** (;i>0; i--)

**troca** (e[i-1], e[i]);

**return** string(1, e[0]) + **ntoperm(&e[1], n-1, k-t)**;

}

Numéricos

Potência módulo n modpot()

typedef **unsigned long long** ull;

// calcula (b^p mod n) em O(log(p)) multiplicações

**unsigned int modpot (ull b, int p, int n)**{

ull ret;

**for** (ret = 1; p>0; p = (p>>1), b = (b \* b) % n)

**if** (p & 1) ret = (ret \* b) % n;

**return** (**unsigned int**) ret;

}

Teste de primalidade is\_prime()

// Teste de primalidade by Fabinho

// needs **math.h**

**bool is\_prime (int n)**{

**if** (n < 0) **return** **is\_prime(-n)**;

**if** (n < 5 || n % 2 == 0 || n % 3==0)

**return** (n == 2 || n == 3);

**int** maxP = **sqrt(n)** + 2;

**for** (int p = 5; p < maxP; p += 6)

**if** (n % p == 0 || n % (p + 2)==0) **return** **false**;

**return** **true**;

}

Teste de primalidade - Miller-Rabin mr()

typedef unsigned long long ull;

// Subrotina do teste de Miller-Rabin

// needs **modpot()**

**bool mrtest (int a, int s, int d, int n)**{

ull x = modpot(a, d, n);

**if** (x == 1 | x == n-1) **return** **true**;

**for** (; s > 0 ;s--)

**if** ((x = (x \* x) % n) == n-1) **return** **true**;

**return** **false**;

}

// Teste de primalidade de Miller-Rabin, bizu para números gigantes

// Garantido p/ *n* < 4,759,123,141,  *a* = 2, 7, and 61 (**unsigned int**)

// Melhor que o teste normal para n > 100,000

bool mr (int n){

int s, d;

**if** (n < 5 || n % 2 == 0 || n % 3 == 0)

**return** (n == 2 || n == 3);

**for** (s = 0, d = n-1; d % 2 == 0; s++, d /= 2);

**return** **mrtest (2, s, d, n)** &&

(n <= 7 || **mrtest (7, s, d, n)**) &&

(n <= 61 || **mrtest (61, s, d, n)**);

}

If n < 1,373,653 is a both 2 and 3-SPRP, then n is prime.

If n < 25,326,001 is a 2, 3 and 5-SPRP, then n is prime.

If n < 118,670,087,467 is a 2, 3, 5 and 7-SPRP, then either n = 3,215,031,751 or n is prime.

If n < 2,152,302,898,747 is a 2, 3, 5, 7 and 11-SPRP, then n is prime.

If n < 3,474,749,660,383 is a 2, 3, 5, 7, 11 and 13-SPRP, then n is prime.

If n < 341,550,071,728,321 is a 2, 3, 5, 7, 11, 13 and 17-SPRP, then n is prime.

Teste de primalidade – Erastosthenes

// Primalidade com o Crivo de Erastosthenes

// pelo menos 4x mais rápido que o teste de Miller Rabin (excluindo o

// tempo de pré-processamento)

**#define** MAXN 100000000 /\* maximum value of N \*/

**#define** P1 1562501 /\* = ceil(MAXN/64) \*/

**#define** P2 50000000 /\* = ceil(MAXN/2) \*/

**#define** P3 5000 /\* = ceil(ceil(sqrt(MAXN))/2) \*/

**unsigned** sieve[P1];

**#define** GET(b) ((sieve[ (b) >> 5] >> ((b) & 31)) & 1)

**void** make\_sieve(){

**register** **unsigned** i, j, k;

memset(sieve, 0, **sizeof**(sieve));

**for** (k = 1; k <= P3; k++)

**if** (GET(k)==0) for(j=2\*k+1,i=2\*k\*(k+1);i<P2;i+=j)

sieve[i>>5]|=1<<(i&31);

}

**int** isprime(**int** p) {

**return** p==2 || (p>2 && (p&1)==1 && (GET((p-1)>>1)==0));

}

Inverso módulo m inv()

// calcula o inverso modular de x, módulo m

// mdc(x, m) deve ser 1

**int** **inv**(**int** x, **int** m){

**int** s = m, t = x;

**int** a = 0, b = 1;

**while** (t) {

**int** q = s / t, r = s % t;

s = t, t = r;

**int** temp = (a – b \* q) % m;

a = b, b = temp;

}

**if** (a > 0) **return** a;

**return** a + m;

}

Busca Binária

// f é uma função não-decrescente com domínio [first, last)

// bmin retorna o **maior x** em [first, last) tal que **f(x) == val**.

// caso não exista, retorna o menor x tal que f(x) > val.

**long long bmin(long long first, long long last, int val)**{

**long long** len = last - first;

**while** (len > 0){

**long long** half = len >> 1, middle = first + half;

**if** (**f**(middle) < val){

first = middle+1;

len -= half + 1;

} else {

len = half;

}

}

**return** first;

}

// f é uma função não-decrescente com domínio [first, last)

// bmax retorna o **menor x** em [first, last) tal que **f(x) > val**

// se f(x) <= val, [first, last), então bmax retorna last

**long long bmax(long long first, long long last, int val)**{

**long long** len = last - first;

**while** (len > 0){

**long long** half = len >> 1, middle = first + half;

**if** (val < **f**(middle)) {

len = half;

} else {

first = middle+1;

len -= half + 1;

}

}

**return** first;

}

Propriedade: se a = e b = **então** f(x) = y, em [a, b)

Referência C++ e STL

String

#include <string>

string( size\_type length, const char& ch );

Membros de string

**begin, end, rbegin, rend, clear, empty, size**

**c\_str** returns a standard C character array version of the string

**copy** copies characters from a string into an array

**empty** true if the string has no elements

**end** returns an iterator just past the last element of a string

**erase** removes elements from a string

**find** find characters in the string

**find\_first\_not\_of** find first absence of characters

**find\_first\_of** find first occurrence of characters

**find\_last\_not\_of** find last absence of characters

**find\_last\_of** find last occurrence of characters

**getline** read data from an I/O stream into a string

**insert**  insert characters into a string

**push\_back** add an element to the end of the string

**replace** replace characters in the string

**rfind**  find the last occurrence of a substring

**substr** **return**s a certain substring

**swap** swap the contents of this string with another

size\_type **find**(const string& str, size\_type index );

size\_type **find**(const char\* str, size\_type index );

size\_type **find**(const char\* str, size\_type index, size\_type length );

size\_type **find**(char ch, size\_type index );

returns the **first occurrence of str within the current string**, starting at index, string::npos if nothing is found,

if the length parameter is given, then find() returns the first occurrence of the first length characters of str within the current string, starting at index, string::npos if nothing is found,

or returns the index of the first occurrence ch within the current string, starting at index, string::npos if nothing is found.

size\_type **find\_first\_not\_of**(const string& str, size\_type index = 0 );

size\_type **find\_first\_of**(const string &str, size\_type index = 0 );

size\_type **find\_last\_of**(const string& str, size\_type index = npos );

size\_type **find\_last\_not\_of**(const string& str, size\_type index = npos );

**obs**.: Essas funções retornam **string::npos** caso não for encontrada nenhuma ocorrência

iterator erase( iterator loc );

iterator erase( iterator start, iterator end );

string& erase( size\_type index = 0, size\_type num = npos );

erase removes num characters from the current string, starting at index, and **return**s \*this.

string substr(size\_type index, size\_type num = npos);

The **substr()** function **return**s a substring of the current string, starting at index, and num characters long. If num is omitted, it will default to string::npos, and the substr() function will simply **return** the remainder of the string starting at index.

Stringstream

#include <sstream>

string str;

getline(cin,str);

istringstream stream(str);

while(stream >> s)

cout << s;

Complex

typedef complex<double> point;

point P;

// cria ponto

double *a, b*;

P = point(a, b);

struct MS{

int v;

MS(int x = 0){v = x;}

};

bool operator < (const MS &X, const MS &Y){

**return** X.v < Y.v;

}

Pair

#include <utility>

pair<*tipo1*, *tipo2*> P;

Membros de pair

*tipo1* **first**;

*tipo2* **second**;

List

**list<Elem> c** Creates an empty list without any elements

**list<Elem> c1(c2)** Creates a copy of another list of the same type (all elements are copied)

**list<Elem> c(n)** Creates a list with n elements that are created by the default constructor

**list<Elem> c(n,elem)** Creates a list initialized with n copies of element elem

**list<Elem> c(beg,end)** Creates a list initialized with the elements of the range [beg,end)

**c.~list<Elem>()** Destroys all elements and frees the memory

Membros de list

**begin, end, rbegin, rend, size, empty, clear, swap**

**front** Returns the first element

**back** Returns the last element

**push\_back** Appends a copy of elem at the end

**pop\_back** Removes the last element (does not return it)

**push\_front** Inserts a copy of elem at the beginning

**pop\_front** Removes the first element (does not return it)

**erase (pos)** Removes the element at iterator position pos and returns the position of the next element

**erase (beg,end)** Removes all elements of the range [beg,end) and returns the position of the next element

if (**!**coll.empty()) {

std::cout << coll.back(); *// OK*

}

Vector

#include <vector>

vector<*tipo*> V;

tipo x;

V[50] – Acesso randômico

Membros de vector

**begin, end, rbegin, rend, size, empty, clear, swap**

**reserve** sets the minimum capacity of the vector

**front** returns a reference to the first element of a vector

**back** returns a reference to last element of a vector

**erase** removes elements from a vector

**pop\_back** removes the last element of a vector

**push\_back** add an element to the end of the vector

Deque

#include <queue>

deque<*tipo*> Q;

Q[50] – Acesso randômico

Membros de deque

**begin, end, rbegin, rend, size, empty, clear, swap**

**front** returns a reference to the first element of a dequeue

**back** returns a reference to last element of a dequeue

**erase** removes elements from a dequeue

**pop\_back** removes the last element of a dequeue

**pop\_front** removes the first element of the dequeue

**push\_back** add an element to the end of the dequeue

**push\_front** add an element to the front of the dequeue

Queue

#include <queue>

queue<*tipo*> Q;

Membros de queue

**back**  returns a reference to last element of a queue

**empty**  true if the queue has no elements

**front** returns a reference to the first element of a queue

**pop** removes the first element of a queue

**push**  adds an element to the end of the queue

**size** returns the number of items in the queue

Stack

#include <stack>

stack<tipo> P;

Membros de stack

**empty** true if the stack has no elements

**pop** removes the top element of a stack

**push** adds an element to the top of the stack

**size** returns the number of items in the stack

**top** returns the top element of the stack

Map

find leva O(log(n))

#include <**map**>

#include <**string**>

map<**string**, **int**> *si*;

si[“Fofao”] = 0;

**if** (si.find("Fofao") == si.end())

cout << "Fofao nao tem inteiro";

**else**

cout << "Fofao tem int igual a " << si["Fofão”];

si.erase(si.find("Fofao"));

si.erase("Fofao");

Membros de map

**begin, end, rbegin, rend, size, empty, clear, swap**

**erase** removes elements from a map

**find** returns an iterator to specific elements

**lower\_bound** returns an iterator to the first element greater than or equal to a certain value

**upper\_bound** returns an iterator to the first element greater than a certain value

Map é um set de pair, ao iterar pelos elementos de map, i->first é a chave e i->second é o valor.

**// map com comparador personalizado**

#include <map>

#include <string.h>

using namespace std;

struct word {

char s[10];

} buf;

struct cmp {

bool operator()(const word &a, const word &b){

return strcmp(a.s, b.s) < 0;

}

};

map<word, int, cmp> M;

typedef map<word, int, cmp>::iterator M\_it;

int main(){

while(scanf("%s", buf.s) == 1)

++M[buf];

for (M\_it i = M.begin(); i != M.end(); ++i)

printf("%s: %d\n", i->first.s, i->second);

return 0;

}

Set

#include <set>  
set<*tipo*> S;

Membros de set

**begin, end, rbegin, rend, size, empty, clear, swap**

**erase** removes elements from a set

**find** returns an iterator to spec**if**ic elements

**insert** insert items into a set

**lower\_bound** returns an iterator to the first element greater than or equal to a certain value

**upper\_bound** returns an iterator to the first element greater than a certain value

**// Criando set com comparador personalizado**

// importante: set considera que um elemento é igual a outro se ele não é nem menor e nem maior.

**int** d[100];

**class** cmp {

public:

**int operator()(int x, int y)**{

**if**(d[x] != d[y])

**return** d[x] < d[y];

**return** x < y;

}

};

**set**<**int**, **cmp**> S;

Lista de prioridade com set

Existem duas maneiras de criar uma lista de prioridade com set. Você pode criar usando pair ou uma função de comparação personalizada.

**Lista de prioridade com pair**

typedef pair<int,int> ii;

set<ii> Q;

**// Adicionando o valor x com prioridade p**

Q.insert(ii(p, x));

**// Pegando o menor elemento**

ii top = \*Q.begin();

x = top->second;

p = top->first;

**// Removendo o menor elemento**

Q.erase(Q.begin());

**// Atualizando o valor de um elemento**

Q.erase(ii(p, x));

Q.insert(ii(pnovo, x));

Hash map (Hash set)

#include "stl\_hash.h"

using std::hash\_map;

#include <hash\_map>

using std::hash\_map;

#include <ext/hash\_map>

using \_\_gnu\_cxx::hash\_map;

#include <algorithm>

int a = max(5,13);//retorna o maior valor (templatizado)

int a = min(5,13);//retorna o menor valor

vector <int> v;

sort(v.begin(), v.end());//ordena de acordo com <

int vv[1234];

stable\_sort(&v[0], &v[1234]);//ordena mantendo a ordem de elementos iguais

reverse(v.begin(), v.end()); //inverte a ordem

//poe v como a proxima permutacao, retorna false se não existir

next\_permutation(v.begin(), v.end());

prev\_permutation(v.begin(), v.end());

Ordenação

sort() da STL

#include <algorithm>

**void** sort( iterator start, iterator end );

**void** sort( iterator start, iterator end, StrictWeakOrdering cmp );

* **sort com comparador customizado**

// cmp: ordenação em ordem **crescente**

**bool** cmp( **int** a, **int** b ) {

**return** a **<** b;

}

**sort** (V.begin(), V.end(), cmp);

obs.: também tem o stable\_sort, que ordena mantendo a ordem relativa dos elementos não-diferentes.

// sort com array

**int** in[MAXN], n;

**sort** (&in[0], &in[n]);

Counting sort

**#define** MAXVALUE 10000000

**#define** MAXN 1000000

// O(n + maxValue)

int B[MAXN], C[MAXVALUE];

**void** countSort(int \*A, int n, int maxValue){

for(int i = 0; i <= maxValue; i++)

C[i] = 0;

for(int i = 0; i < n; i++)

C[A[i]]++;

for(int i = 1; i <= maxValue; i++)

C[i] += C[i - 1];

for(int i = n - 1; i >= 0; i--){

B[--C[A[i]]] = A[i];

// B[--C[A[i]]] = i;

// para obter um vetor com os indices ordenados

}

}

Radix sort

Sort d-digits numbers:

Radix-sort (A, d)

1. **for** 1 🡨 1 **to** d:
2. **do** use a stable sort to sort array A on digit i

Counting sort will do.

* bizu para n grande (mais bizu que STL para n > 500)

// Radix sort de 8bits

#include <algorithm>

**#define** **CTE** 0x80000000 // para lidar com números negativos

int temp[MAXN];

int bucket[256];

**void** **radixSort**(**int** \*A, **int** n){

**int** \*prev = temp, \*next = B;

**for** (**int** i = 0; i < n; i++)

prev[i] = A[i] ^ **CTE**;

**for** (**unsigned int** bit = **255**, s = 0; bit; bit <<= **8**, s += **8**,

swap(prev, next)){

**for** (**int** i = 0; i < **256**; i++)

bucket[i] = 0;

**for** (**int** i = 0; i < n; i++)

bucket[(prev[i] & bit) >> s]++;

**for** (**int** i = 1; i < **256**; i++){

**if** (bucket[i] == n) **goto** brasil;

bucket[i] += bucket[i - 1];

}

**for** (**int** i = n - 1; i >= 0; i--)

next[--bucket[(prev[i] & bit) >> s]] = prev[i];

**brasil**: continue;

}

**for** (**int** i = 0; i < n; i++)

B[i] = prev[i] ^ **CTE**;

}

BigNum

**Regra do envelope:**

3 dígitos decimais = 10 dígitos binários (10^3 ≈ 2^10)

301 dígitos decimais = 100 dígitos binários (log­­10(2) ≈ 0,301)

#include <stdlib.h>

#include <algorithm>

#include <stdio.h>

#include <string.h>

using namespace std;

**#define** MAXN 100 // nao esquecer deste valor

//int digs = 4; // quantidade de digitos na base 256

//int bits = 32; // **8\*digs**, numero de bits do numero

**#define** digs 13

**#define** bits 104

**#define** ISON(a, i) (a & (1 << (i)))

**#define** ON(a, i) a |= 1 << (i)

typedef **unsigned char** uchar;

// divide um valor bcd por 2 e retorna o resto.

int **bcddiv2**(**unsigned char** \*d, **int** n){

**unsigned char** a = 0, b;

**for** (**int** i = 0; i < n; i++){

b = d[i] & 1;

d[i] >>= 1;

**if** (a) d[i] += 5;

a = b;

}

**return** a;

}

// multiplica um valor bcd por 2 e soma 0 ou 1.

// 2\*d + a, a = 0,1

**void** **bcdmul2**(**unsigned char** \*d, **int** n, **char** a){

**char** b;

**for** (**int** i = n-1; i >= 0; i--){

d[i] <<= 1;

**if** (a) d[i]++;

**if** (d[i] >= 10){

a = 1;

d[i] -= 10;

} **else** a = 0;

}

}

**struct** num{

**unsigned char** d[MAXN];

num(){ memset(d, 0, sizeof(d)); }

// s = numero na base 10 em ascii, needs **bcddiv2**()

**num** (**char** \*s){

**int** n = strlen(s);

**bool** neg = **false**;

**if** (s[0] == '-'){

s++; n--;

neg = **true**;

}

**unsigned char** bcd[n];

memset(d, 0, sizeof(d));

**for** (**int** i = 0; i < n; i++)

bcd[i] = s[i] - '0';

**for** (**int** i = bits-1; i >= 0; i--)

**if** (bcddiv2(bcd, n))

ON(d[i>>3], 7 - i&7);

**if** (neg) \*this = -\*this;

}

**num** (**int** x){

**bool** neg = **false**;

memset(d, 0, sizeof(d));

**if** (x < 0) {neg = **true**; x = -x;}

d[digs-1] = x & 0xff; x >>= 8;

d[digs-2] = x & 0xff; x >>= 8;

d[digs-3] = x & 0xff; x >>= 8;

d[digs-4] = x & 0xff;

**if** (neg) \*this = -\*this;

}

**bool** isneg(){ **return** d[0] & 128 != 0; }

**num** **operator** **-**(); // operador -this, complemento de 2 + 1

**void** binprint(); // imprime o numero na forma binaria

**void** uprint(); // unsigned print

**void** print(); // imprime o numero com sinal, needs **operator -**

// Operacoes de soma

**num operator** +=(**num** x);

**num operator** + (**num** x) {num ret = \*this; ret += x; **return** ret;}

**num operator** -= (**num** x) {**return** \*this += (-x);}

**num operator** - (**num** x) {**return** \*this + (-x);}

**num operator** ++(); // ++THIS

**num operator** --(); // --THIS

**char** div2(); // divide o numero por 2

**void** mul2(char a); // multiplica por 2 e soma 0 ou 1

**void** mul256(**unsigned char** a); // multiplica por 256 e soma a

**num operator** \*(num x); // multiplicacao, precisa de "**mul2**"

**num operator** \*=(num x){\*this = \*this \* x; **return** \*this; }

**num** udiv(**num** di, **num** &r); // divisao sem sinal (**mul2, uless**)

**num** div(**num** di, **num** &r); // com sinal (**isneg, ++, --, udiv**)

**num operator** /(**num** di) { num r; **return** div(di, r); }

**num operator** %(**num** di){ num r; div(di, r); **return** r; }

**bool** uless(num &x); // comparacao sem sinal, retorna this >= x

**bool operator** < (**num** x);

**bool operator** >= (**num** x){ **return** **!**operator < (x); }

**bool operator** > (**num** x){ **return** x < \*this; }

**bool operator** <= (**num** x){ **return** **!**(x < \*this); }

**bool operator** == (**num** x);

};

// divide o numero por 2

**char num::div2()**{

**unsigned char** a = 0, b;

for(char i = 0; i < digs; i++){

b = d[i] & 1;

d[i] = (d[i] >> 1) | (a << 7);

a = b;

}

**return** a;

}

// multiplica por 2, somando a (0 ou 1)

**void num::mul2(char a)**{

char b = 0;

**if**(a) a = 1;

**for**(char i = digs-1; i >= 0; i--){

b = d[i] >> 7;

d[i] = (d[i] << 1) + a;

a = b;

}

}

// multiplica por 256 e soma a

**void num::mul256(unsigned char a)**{

**for**(char i = 0; i < digs - 1; i++)

d[i] = d[i+1];

d[digs-1] = a;

}

// Operador ++this, incremento

**num num::operator ++()**{

**register char** c = 1;

for(int i = digs-1; c && i >= 0; i--){

if(c && d[i] == 255)

d[i] = 0;

**else**{

d[i]++;

break;

}

}

**return** \*this;

}

//operador --this, decrementa o numero

**num num::operator --()**{

**register char** c = 1;

**for**(int i = digs - 1; i >= 0; i--){

**if**(c && d[i] == 0)

d[i] = 255;

**else**{

d[i]--;

**break**;

}

}

**return** \*this;

}

// operador -this, retorna o complemento de 2 + 1

**num num::operator -()**{

**unsigned char** c = 1;

num ret = num();

**for**(int i = digs-1; i >= 0; i--){

ret.d[i] = ~d[i] + c;

**if**(c) c = !ret.d[i];

}

**return** ret;

}

**num num::operator +=(num x)**{

**register short c** = 0, r;

for(int i = digs - 1; i >= 0; i--){

r = d[i] + x.d[i] + c;

if(r >= 256){

d[i] += x.d[i] + c; c = 1;

}else{

d[i] += x.d[i] + c; c = 0;

}

}

// overflow se (ambos numeros sao positivos e c = 1)

// ou (se ambos sao negativos e c = 0)

**return** \*this;

}

// multiplica por x, precisa de "+=" e "mul2"

num num::operator \*(num x){

num ret = num();

for(int i = digs - 1; i >= 0; i--){

**unsigned char** a = d[i];

for(int j = 0; j < 8; j++){

if(a & 1)

ret += x;

a >>= 1;

x.mul2(0);

}

}

**return** ret;

}

//////////////////////////////////////

// unsigned division, needs mul2, uless

**num num::udiv(num di, num &r)**{

num q = num();

r = num();

**for**(int i = 0; i < digs; i++){

**unsigned char** x = d[i];

**for**(int j = 7; j >= 0; j--){

r.mul2(x & 128);

x <<= 1;

**if**(r.uless(di)){

q.mul2(1);

r -= di;

} **else**

q.mul2(0);

}

}

**return** q;

}

// signed division

**num num::div(num di, num &r)**{

**if**(isneg()){

num x = -(\*this);

num q = x.div(-di, r);

if (di.isneg()){

r = -(di + r);

**return** ++q;

} **else** {

r = di - r;

**return** --q;

}

}

**if** (di.isneg()){

num q = udiv(-di, r);

**return** -q;

}

**return** udiv(di, r);

}

////////////////////////////////////////////////////

// imprime o numero na forma binaria

**void** **num::binprint()**{

for(int i=0; i<bits; i++)

putchar(ISON(d[i>>3], 7 - i&7) ? '1' : '0');

}

// unsigned print

**void** **num::uprint()**{

int n = 3 + bits/3;

**unsigned char** bcd[n];

memset(bcd, 0, sizeof(bcd));

**for**(**int** i = 0; i < bits; i++)

bcdmul2(bcd, n, ISON(d[i>>3], 7 - i&7));

int i = 0;

**while**(**!**bcd[i++] && i < n);

**for**(i--; i < n; i++)

putchar('0' + bcd[i]);

}

// imprime o numero com sinal, needs operator -

**void** **num::print()**{

**if**(isneg()){

putchar('-');

num z = -(\*this);

z.uprint();

} **else**

uprint();

}

////////////////////////////////////////////////////

// comparacao sem sinal, retorna this >= x

**bool num::uless(num &x)**{

**for**(int i = 0; i < digs; i++){

**if**(d[i] < x.d[i])

**return** **false**;

**else** if(d[i] > x.d[i])

**return** **true**;

}

**return** **true**;

}

// needs uless

**bool num::operator < (num x)**{

**if**(isneg() != x.isneg())

**return** isneg();

**else** if(isneg())

**return** x.uless(\*this);

**else** **return** !uless(x);

}

**bool num::operator ==(num x)**{

**for**(int i=0; i<digs; i++)

**if**(d[i] != x.d[i]) **return** **false**;

**return** **true**;

}

Probabilidade

Distribuição binomial

In general, if the random variable *K* follows the binomial distribution with parameters *n* and *p*, we write *K* ~ B(*n*, *p*). The probability of getting exactly *k* successes in *n* trials is given by:

![ \Pr(K = k) = f(k;n,p) ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMAAAAAVBAMAAADiAfyoAAAAMFBMVEX///8AAADm5uZAQEAMDAwWFhYiIiLMzMyenp5iYmK2trYEBAQwMDB0dHSKiopQUFBw6SokAAADPklEQVQ4EXVVS2gTURQ9k7SZTJJJShTUqnWsIqJWY91UUYzVhbgQiyi0LkwtRXEhcaEudBFx5S5qqRaEpgguCkIEUVwoKRWq+CFgKdSCjm50I3Sj4krPfTNNZvK5MPeee87Nu2/eZwJ4zfImtbipGKitrOS1SiJbkRqATw04Rf1pJsAsABsOHN815A58j5Wjq3sQfnze/5vLy5gHLT8p2Y0xwMhBH0zVa8J087meg9GuZL3EEOkAAjMq9ziSCJQ8hAMDyWHgGrFm12mK2EbPBjikspC8iJEEHqnU4yIkgR4P40Az3QmcJZ6wHKLWB3NOg0G1RpdEDqURJ+s3Iy35Qz/JLMaV0Y8RjNRJDhHJuA0sycfFaSncleizEAcCoj5OkpYyX3mRYKhOcomi0+BpuO/mO1wQcsLeZLliNWh21x2+XK7KKGRMTRcQsok7AvOpq3kgfj8+f0Zp4dHtX9j+nGoQ7IXWvYBnotzaMpVTFQieEDspyURn+S2PEUfwsuRJRLM8GcmuWHErZTM6g/3yCxitZ2TA3WzwZmwfyxYBtZOvfmglVeF1I124AiRY47dZpprF0XrLOvsA33mcpgVgMmqjH/jHBrbk0TLQJuBJNqgaCa7YcF6gkaoQLtjLqPEJcShl1nXghYMuWngOcGXdBrbTQF8LfZ1T7PGrfhWY1TeQcaWBNj5AL/Ybuju/Wei8Pb4GopgrgFOq1LPakaSZDrhL5NkZYCUrNUuuwSwYaP1IHHPQNMw27xLZwBEWxIrAV2KfGWmzaHJ/yz6WV0Cm1FKQa7AAR2zn0c2rspdoJeD2VpfoA4VoiXPKqIqqC6XMzDegtVClFIoXGWK2XIO5uHWVLcJt0DrLOhefaz1HdQA7+k5nec52nrbwkZMcPGgFptYUKHmsJYf3Npt7KAUTGQYzBRxG7DMulpiUEByDvpzo6Jc81SKfim2soMbgRi0dKpMJpOmUSeYY11O+Inwj5V0WwcISahxnaujJqCXMniW62iDOrbGFjmWXRIkNvsdeOeKbDZVlD5Qsn2SxcEEFcZuB9Wpop6LC/6ygRiBWS/7tVkzcnblR1fOI972WtFTlBMk/XHO73Uxq+l8Kw8J/xmmu8i4P3dEAAAAASUVORK5CYII=)

![ \Pr(K = k) = {n\choose k}p^k(1-p)^{n-k}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQUAAAAzBAMAAABs7ACmAAAAMFBMVEX///8AAADm5uZAQEAMDAwWFhYiIiLMzMyenp5iYmK2trYEBAQwMDB0dHSKiopQUFBw6SokAAAFC0lEQVRYCdVXTWhcVRT+5k0ykzczL5Om0koo8ZW4alPMj4oKxVilKYI1RVqom04asV3pRPzZuHhBN9XNVENRN50gdeMPQUFRigwUlGoqE6yCrci4qOgiEBEVF6Ln3L/3N2NxnrzBA7nnO98595wz79537wuQUAY8keCdhGkSTT8nZ+e8RFkSTbZm5XStEyXrcnKpqSZe6zLBfzDteZ0jp5vRRHr6gC5VeFejtLUzZyo+blDKoM9fgaWUS5tyXPinxsYZFyj67Rh3KmCNqjTPV7ObQNlfllRKmyKjwGB1FKUJoLDdsKmCwWHAGhiS6/BhqqVNsSw//3IFiy7pRw2dKuijNUB/Db9apE/r0mMzGl1fx2M5VUdp49zZpOhMHQ/YpJfqaqrDnQGuGGNDmFaxgajfAzgGnXqMEmXp/RzeQy7REIfkWjyWqzzG5UqIErFj9zw0vaDCbQ+w59/z8OK2eigyP88/bSrEsXHapeFb4M4a6QzHsBR3fUXjK/Q3xmZEsi6sM2+/rFgZu+TBHpHMs6xWWsB4VRJmzBCJcWNqMKkB676Kss69QJH5Bv0dUUxQWQ04fbVMMBbUA+6TzAlW9NsKTWn744pLOOvREJJHglZuRlnL/MByVVgX2vWAO2DtxpOwp6en90LEih7mxe/Oz3ESyvujSuarZYaFik9ItD9IlIaUdfJN2r5PsfFJ0K/xG8APOKssESt7cJmyN3ncClt0xNjIgkCrxlbgfJAo6x5WMw5kkbY9FGn/YLYpp4pY0cP7A4dOrcn9XBi1jgczSzxqfTMBnIw6dgSJMh2ap45v/JmvlF4DHmNXpAf20ip5OIFLnpgqY7mH7D5kpq6iWCXeHn7rRuFG9jCLWNLC8J7SKrdPcpugKyJmqxjVYNOFUTviiizAB8xGepDebC04S+Cli6/upfdpk14ul4jSQS/064iixvY189TgX8LwB+smH1PQdhTqH/OxyUIPJdqD8papVESWWkzw7S/el+IsJl1mgpI7Kiz9UmtXuAdnBFZ+GEXZwxAHyefwDMsTdLtJrz2h5xutemipHhabWNw0TgUyZx9mdN0e4MxgsSUm+T3k11guEiu9/9yDS3HrVfSviiyB/bDiXgY5xVoE9kPsOfCHxLqY3G4tlLfzWrTooKvT9M/pq4S+TMKyjKtoArRvwhLbk8UW5LLhfo6M7EnpzVKmiPhrUWqRi1/5bZEQLODrQRcQCxL0xXpYbDoVGfAFq0gP0ttfZ1dQbjl0rEpH4OQxF84EcPsNUxjf8lkwgvABlL4jtRqhEXqD+Hy4vPGHivmS9C9b7naDU6SXzqjOYs109rFngHoMy3425aVK18kQcMH4bzbIB9L7nE+0QXe14QJUqRowBDwsxkxLKD7FDgrEQ7ZuoAHS+6mx24H45RyKej1ksUEbmGTF5RH9c7DoqFRiNTQyWnoLsadpAhgMNkNm1GhECfwsGHGp0jHXwLUdnonZMEgD6S1ps4O+0oEXtO3GvN+L1VmQfKYW8rf59BP+l0JRyQ15JspLFSte8oRdZBA/XV2qWHe7yJB8Sq5COdSliluT5+smgz1Es9Slinu7yZB8Tn6EcqhL1VKfPsmz/ssMD1K8ulQdfia9ED4a1KWam+hFA1RzZx36UmXYE8k2zKX6W08aoKL0hajlIw1S19O6ot3QKHVdrKqSu93Ua+uCA3MKXdJMD7T6v8dp9KC2LlnyBHpa2/9T/Te6zgjz90TX+wAAAABJRU5ErkJggg==)

for *k* = 0, 1, 2, ..., *n* and where
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![(n+1)p-1 < m \leq (n+1)p.\,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPgAAAAVBAMAAACZJT5kAAAAMFBMVEX///8AAADm5uZQUFDMzMxiYmKenp4wMDAiIiIWFhaKiooEBAQMDAy2trZ0dHRAQEBQ/9tlAAAC0ElEQVRIDZWUP2gUQRTGv1337pK93OUUq4AyVgELDcbCVG5EsQ02RogkKQTLA/8lVY4gxjIWwSwi2UKLNJLCIFqItYWkUxBxIUgMKAQ1SArFmTezu/OSXV1fMX++997v29mdOwAu8qNIz6/eoxa1c/3knj4tNNcKEuXkUtjKRB7suBS/5SWgMiWiHPZ8HslblGp/YSYvkWpXaFUOezvtkgvzQdwZZd47Yaf0WmeM7gZmYU/LP2jHsBCk7cF683ZnV7KZkotGJ9nZs8ro8HZybsXmCUpyLDqmZRe2MmB0mpg5VuxUsk7NvamJRMvmMe0NjmXmFrYrAh63n4wKAnDzO6iOHl2PKZMOiXljTp/bv+h/mj23EakCd2zE1HEsN8+w9QCInwW9+gVw821Uumfx1PDMZMyrc7JRRbN+HT/jRksu3aFYKSo4lptnWEfAD/pQ26Iebj6ID/UIC5RJB23uLwmjPHIiTIPMvftBUuYwLDfPsI584GoL9ZjauPk4xLDAqsycVXGGSrT5++T9QkwCL1GZV8nG3TWqATiWm2dYWYV9HQwLoBaGD8JwkdrJYhz4Aq8P8G6puJFlgEsx7eRwCu5BdA/QNr2EFhbTYfg8DDuqgGPhCKB7BEOuTAH85IPADJotyqSDPjmwecFIC/BXcCQQtPV2IpodYWP5yTNsj3xRzhreVKiHm/8GXqgnY5GYY9n8qg6ht40xL9JV5tJxLDfPsDXZNAkcOEa93PwhvMP4rKHpmJrjKv2XyQvTE+OafnhZ5cqPJT9hZGO5ucG6q2huARvAtj5fYn56/3cB+W/QfL2+6+A6o/jAu0gOzTbqAm8vKyELjk3MGVaau6+yDuubK7G6lfwC7ZJya45NzKnXxv6yaTW2CdAT2cL/rBkWbau1ZmH7LZ0vP0JeYi79fdcIVSxRUTmsHxcR2/Dv3SxK/ksvif1awKmIgkQ5uQT2D/fAu/wWaeWiAAAAAElFTkSuQmCC)

As a function of *k*, the expression *ƒ*(*k*; *n*, *p*) **is monotone increasing for *k* < *m*** and **monotone decreasing for *k*> *m***, with the **exception** of one **case where (*n* + 1)*p* is an integer**. In this case, there are two maximum values for *m* = (*n* + 1)*p* and *m* − 1. *m* is known as the *most probable* (*most likely*) outcome of Bernoulli trials. Note that the probability of it occurring can be fairly small.

#include <math.h>

**double** **logfat**[1000000];

// calcula valores da distribuição binomial

// aproxima as contas com o log dos fatoriais.

**double** bindist(**int** n, **int** k, **double** p){

**double** resp;

// (n escolhe k) \* pk \* (1 - p)(n - k)

resp = logfat[n] - logfat[k] - logfat[n-k] + k \* log(p) + (n - k) \* log(1.0 - p);

**return** exp(resp);

}

int main(){

**logfat**[0] = **logfat**[1] = 0.0;

**for**(**int** i=2; i <= **1000000**; i++)

**logfat**[i] = **logfat**[i-1] + **log**(i);  
}

Distribuição multinomial

Distribuição multinomial:

![ \begin{align}
f(x_1,\ldots,x_k;n,p_1,\ldots,p_k) & {} = \Pr(X_1 = x_1\mbox{ and }\dots\mbox{ and }X_k = x_k) \\  \\
& {} = \begin{cases} { \displaystyle {n! \over x_1!\cdots x_k!}p_1^{x_1}\cdots p_k^{x_k}}, \quad &
\mbox{when } \sum_{i=1}^k x_i=n \\  \\
0 & \mbox{otherwise,} \end{cases}
\end{align}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAnQAAACeCAMAAACM92cwAAAAM1BMVEX///8AAAC2trZAQEBiYmJ0dHQEBATm5uYiIiIMDAyKioqenp4wMDAWFhbMzMxQUFB8fHx+/iuyAAAQ7ElEQVR4Ae1d6YKzKgwFAfflvv/T3oRNUKtg26+Oxh9TxSQkhyP7KGPLo1om/LnrNyJ4Q/XPwfTS4X8PwjS+dOav3FDFWU9vEPzZ0AO98/gFRhJOCyGVFpNdgvTVRcT+s1qJhg9CiFosHjAX/DRw3kOQivPawPLxiGs+fMjmwtInfD/A70OOs7KqG7Q1ItZ//qiOoui4frYkj+rEOfiK1xqEesHKDyIzfYp0bGHpA74f4vcRHNqGdRr/L6L8EUcTjYiD+tqSjjX6SXNGg+AFR7pN+zWm0zv1u6DKKRtGaWnpA74f4feGt7OqEOZ8/NjjN9v+xVlhKqqXWTvS1ZpbViwMvuCAiPxePQeE/hjUS0sf8P0Iv5fA5txobM9FTjlaF5Yt932bSRfUZVHwA2ff7U8vqbLv8N7dlaUP+H6A3547ifdkz3thWtfWqBRKCibVUdfohf0N7bGUWriVNWuVrIOyZgwSK6Wmc132beV6v311pCtr1g28kz3WjLUN3jjKD0yEsW8EbG+3SgmMqxh4i3HrunOEUZtaUSU0uHGeYanN8Z1tOp8R/IavSUkFt2KlaVBGgL+uYfB2qn3Z0q4M6SrFyh6MiqhGlWxAFjancttWFobjEJYY5sM3upZ0okHy875S2LezwTsoou6eTdy2thWwUWjxsTXNiIkbPShKyLVq8prXLEvlpu85zs/4ucg//qsxR6vc1EBYYsPEqmhsl5zrjnZbVXrc2Ns+pLbZjYxjJTN4oiRnxdgL5Sli9cpex3sppa6DgGzWGRu8EYaqKTn61wErbKZ63WA0+FciGxrtW2ZNl2Mpx3e27fwBfgaj9/4K1466Gg/MecyxZso+rHbVL5+5VmfRhC0ZPPs6UVeG+bl55TAz6B3sHZ1muZUobbseBM9GOeqZOi2S4tMruDopB13BNli6SLrRTNdkkg4er1RLge8hJDt4rEvrAL8dW8m3fB0z497Z01bGrU6aTafNVs5PWAJjVKlAWWBTMwIRzuTmlcPMVvnGfseks0/AHDyroDKqrZNJPrmAF8LVAIQWMek6U8SZpEu3FPoeQhIjEF455wPpA/xC7bPn5tkD7ZkMuii1vTOk89pR5xzNQattSaaNmz+9TtSFnp/brBxkNjcPL/p0QVVbOtKZvgW4hOXGOu6a+8CnTWsg7AOOe4Y62gXpilM1XbKl2PcAkhfd29D5WXrGD+5/5Zgrnsb0Y2Doh0FCtx+OAPK03EPtsiqUftCdqkYcmhrbpJlkXey6/cnPjc3KQWa2u+ZyXf5u1nQ2eJA1bbOfOT5CIAw4CqDSrTgMyYC+vnk1Z5nzdOmWYt8DSJYY2OvQ+Vn6AL8XtnKSWz8r0+uHvuXjiBjh825J56Y8mB2GAiPtJIg/cSKhdjF0XaUbVNtxMjU5jIqBdE4BGla4grkUn5u/tcrE5+ZFZmWfGdgZ9kcBm6QzwUNkdkJHugbggHRhwItnFDEaoU8Xka7Dfu5i9LoK1CdoVMBsmqWF7yEk1tDiJ3Q+kD7Ab2HkzKWp/1FT6edk7JWqemUn5DXkI7cjAg/G6sSJhNqyNMQFXpmxipn6ExIghDRrUzWtnDAFDlPA7tYqk4B0VntW9pmhGW3sxZ8KFsUHt6Gk6HljFv5N8F3NcTUCnoKS62kO59MLYxDHGi4nW9STklUzFYXgMGidGo7zoYVQMH3Hg1W3OSwXsfvNsrTyPYTEWYp/Q+cD6V38Ygsnr7C3a47K0sBd4699zr1MeC8+X4vULazqmmN9EzhuboUTKK5W2RKPc7Pas3KQWWcamYXCweVW8FrF+XSgb25nCSdZfEMogCTByix9Cr+EHJxI2wbDB2YWJtw9/WtRDHre0e3gYi0CYwNYTtIiWyyyCq4nj3KuzNa2gozMqRGZlYPMUiY5Vva2gtdCzqe1xkZKlvCG/keTAkgS7M7S5/BLyMKK8Cmk9WpTSye57lSO0OE8ONYiI/TTerOEaTaxxBaswjgvfLjc2NpWrApXRmRWDjIrzlR00M9y05VRXt6nKPXFRZbwCxufSw4gSTA6S5/ELyEPKwIT836qAJLarRoJ0m2Xa8/ursjWTZPWDrxfMXpLfJG3FtlUZpvkWahvXb4Kfkv2zmln8TuNyXf3Vpx2K0dRhk9RjuKXN5ZkufJD4fP4/dBpypoQIAQIAUKAECAECAFCgBAgBAgBQoAQIAQIAUKAECAECAFCgBAgBAgBQoAQIAQIAUKAECAECAFCgBAgBAgBQoAQIAQIAUKAECAECAFCgBAgBAgBQoAQIAQIAUKAECAECAFCgBAgBAgBQoAQIAQIAUKAECAECAFCgBAgBAgBQoAQIAQIAUKAECAECAFCgBAgBAgBQoAQIAQIAUKAECAECAFC4AoI+C/pXcEZ8uEZCBTzR6+fETBF+XsERm6/7fh7V8iDv4iAKlefiDoMo/LfvD4UJQFCYIVAf4o/+FFkOgiBcwjUyZxr4cvbrZLmo9fz5z7PZUtaD0ZgSh4RVIrpz1wL3Ztr9j/W/mBEKfQjBEbOU7+X2FYVx86f+Y72MB6ZpvuEwDYCfXJFB/otfPeZsUZ/Tts0sttGKZUQ2EOA84SPtjsDE3ylm42majz34Wxn6c/9Vn3z53y+qsMFn7/jfuzjgL05OWjBpw1e5cOesmM2nJZouW4xE/V1l66R7GmEQ3jqjBYhEc6nimWRrtMEhaoRSFeV8p9g1imhZP9PBy0DL/3B8dB0K6tCYe+CjrcRyCKd6jE/IZFuuQv+J8kztqwbWP0B0nVD6nR2G46tCtnoy2LouopI9zbh0EAW6d7I0ZOn05TNsTTpacGxeZt4ZWqvQMT0lFjBy5LWmnNKbU/2X5EOfDDkYW1u4Q1mYdgMX/ZiObrXpJKONfHoSkL7WrctDV+PEE68/w9JZ8mTR7p2qqCegfa8EEWrW/fEwDbE0klX8Jji8JyAF/yRA6gNIN9N+lek8+TJrOla6EFKCS3rBKPHNxvYdNIxGW/cqtgI3ble0crfu3zT+l8mHWwRqJSaFPPkSSOd1/NBDkx0mZMWquH1KErgT1fipoZG+d0K7aSwtS8G3mLams0DzyBYoWAST5phlnd48yTaMrEp8YTEL5NOsgGXy4JBQCfqhM17a72adTJBMSqzEZmjsKVUqNrgzIvANlrPfQic7TU7GNaj0pGXqUvSDAZJrK6ZijuCYpgPZz/eMgHZP/P4Lum6kelJriFzTu+s3rIMcQWlxVU7nX+DfJM4HNCT3AUOSue0hW40b7K4t7hE45BTdVw3xlsmFmaec/ld0kEDhiXLtieSRzcftj7Z1UsvHWSYrIEUhnT4F5M6LhUcug52aSujfc6iNHOtcXEwxA23TKyyfEpCRDo9/f7BP1jG2LiN2+U3lnY5c32yq5deNti+KmhfoeaEA9bvDOmChtCnrYxWpWsUV7fWCWatBtPX3cNIOtwyEd140kVEui8E3uOsnJ5dZVlrWYHeO14NE7Zoo67oZtJ1rl4KiLjKZRySO3X22YpNbPXpdDO8KR3r3vzq26TTm9qxOmlleVAJREh7vfe2FEls2GsYPeMx12qmucfUOU2LBH+Wm1RXDad/iGCQgp1HGCUw2R907J68ZcKD+2XSjbigBP9ZgUcO6QK9xZaivDXfCvNv7bByJliLQ9MK6785Tfs4/1lvKomfmfkhAvMjmgHeKdbvT+uEWybmvJ529mXSqaaVExYuHDmkC/QWpT/yg666ycz91fub9fJCIXgzsanhAiqjopcS6BilORX965yOEuMLF8/YK1X1CmewYe9NLLO8CrdMLO895/qQdHk1iwfOqpl/pzCprpC8zM5JoLfaUgRk+fqxWHGDx2bdcG7FkzJB/HXnL5/BIelOvj7CqoX/p7hVSK/wmfXWW4r2G7BXFrPSi3jptVWm4ayEO3CMsRVP3bUZw48sn24kfEi6k6+PMGpjOEm/VUgvkAz0VluKxtx1iRd57CRX8SBC4fTyuuHcikfghhQ6DhA4JN3J10dotXbg/UyRrULa9i7UW20psj3Ebc3PpNbzEBS2Cw8cB0LrhjM9ns94dR8rh6Rj8YbG5MiXap3k4kxv7AdbisRyfhz9xoazEr05xKvmNRmeRwv+F/9jzsZ+ibl79RKoDS2WoPbSXnDjF1uKqnFxoD/LhvPsQxTE9tjTuKbb2i9x/PqILS12rPZYzB8feEw67C8t90vEneotwLa02LHalilKewICMekwYr8uaZd53Osj1ltBfMqsNS9aObUngEgx5iGwIp3bL+GXedw/tq+3gvgU3Cxks/WLVk4tzx2SfgICK9LZl0ZA7HZKIGnI6bX8olWS2hMQphhXCMSkC/ZLeNKtVFYJodZq0WolTQmPRyAiXbBfAoAxNd3x6yNCLb9odaz2eOifC0BEunC/hCPd8YJ/qOUXrY7Vnov54yOPSBejcWaZZ7VoFZukK0IAEFDxikSIyRnS/WDRKnSZzv8EAtOrPZGnlnl+sWj1J2AmJ0MEak4TaiEedP4PEOD6P0X+QUaUBSFgEWgXryciYAiBryPQ+JXWr2dFGTwMge1//IVNYsutlg/DhcL99whI4ty/B/3hOcoTX9x8OGQU/rsItMlvfn43J9J/IAIv+nQdTdI9kAy/DlkR635dBA/MH965+8CoKeSfItC9Wnr9qVeU+b0RKKmqu3cBXzG6rG8MXzEA8unvISD5wRvV/l5I5PHVEdjZxHl118m/v4rAznb1vxoS+X11BIh0Vy+hG/pHpLthoV49JCLd1Uvohv4R6W5YqFcPiUh39RK6oX9EuhsW6tVDItJdvYRu6B+R7oaFevWQiHRXL6Eb+keku2GhXj0kIt3VS+iG/hHpblioVw+JSHf1Erqhf0S6Gxbq1UMi0l29hG7oH5HuhoV69ZCIdFcvoRv6R6S7YaFePaSIdKOQcrq6x+/41w3J76nq6BWl7yC9qxuSrmrg27ktfsb5fgd+HhSP5HcGdfRKK4PYF/6GpJt6XSzzB9C/kN+vTHaWdA19s+xXRTDnG5KuwQ+3svqWr1sXRLq50H99FpLOvGGiH37t0xfyV+7tGVTTfQHdXJMB6UZTMOJG//JfTEpO2FEVvBYCTlijWiXNB5DbSU0wbILBRSf7mqmG16Mo+cS6ksuixiFHK5WasP63srnokvwmArcmXYeVth4eMV/T4fe6BXZeFY6YBPYleF+phrER3zSvUEVhtxbqxBHlOiDmLAsJdLyLwK1JV+qOnKbYTDpATALFmJ4SKfCL3KXtxQ5Ar5ZDfaj7tkA6M5KHq1n2XbxJHxC4M+k6DrUaVFNILE86JBSSruPQdCqFLa2bRsFkWYOAI11VNlMLAoEsGqTjTQQC0jEzcXqfgYTCWgtJB9xbkU6nGvBMhWjaVwXta6e5ikOOahrwO1aB7JtwkzoiEJLOTJkMt5kyWdZ0WIHpGE1NBz04czjSsQHqtYqPuqLDPl2BpJ1KqOm8rNOh3zcQCEl3u8lh26fDEQOeRqRjpeYWzhV70klMqyczf4x9Ot0nhNH8LPsG1KTqECi46fjgddVAu3KnZbAWh6IjRgVUYqMekyLV9ECiLaEeq/DSk67S0yQWECSdHv0CZ70sfSUe8Hr/4K63A6ZGAdNa75u8joUOdjAI3UMbawn8KgRvJjY1XEB7WfRSQqVW9LwxMkBNbE+RaVpSwpQezNNhmpWFaRUc+NLxJgIwbfqmhWepm7b3WTF/PNoxaF8/bvyGBol0nyjUiaq6DBh1xzBDnkS3EehhuZGORARw4EHHBxAQxLoPoEgm8hBoG5r8zEPsA9L/A4qGZsWYIkwFAAAAAElFTkSuQmCC)

for non-negative integers *x*1, ..., *xk*.

![p_1, \ldots p_k](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEcAAAANCAMAAADMrYMnAAAAM1BMVEX///+7u7tKSkpaWlqmpqYgICDo6OgLCwvR0dGSkpJsbGwAAAB+fn46OjosLCwUFBQEBAT1SUGtAAAA30lEQVQoFZWT2xKFIAhFN2peytT//9oDatl0msZ4UErXFhABkNIwWhG+2AOksCgD6/wXnX+IAtzKEosMs3aFyFTKw28SitOA15PZXSC75n56dOzYLSLG3LT7wtt0QlhV37fv7IQa1DKtM6AUuo6L7KSqOq8zoGLJSCSeM4LJVlSbji8t1GPGg3NClKXozEano05V5tQpIvqE9xMu0CoXJMaZ0tE7R159qW14GgeUQmgXVjPte6d1BlQsNnCpW/dUnahLqpGQVP7NBkQczGIMTNr4Vdzs6Ijb7/PzCklhLX7/gQal1yBeHQAAAABJRU5ErkJggg==) event probabilities (Σpi = 1)

Distribuição Hypergeometrica

The hypergeometric distribution is a discrete [probability distribution](http://en.wikipedia.org/wiki/Probability_distribution) that describes the number of successes in a sequence of **n draws** from a finite [population](http://en.wikipedia.org/wiki/Population) **without** **replacement**

|  |  |  |  |
| --- | --- | --- | --- |
|  | **drawn** | **not** **drawn** | **total** |
| **successes** | **k** | m − k | **m** |
| **failures** | **n − k** | N + k − n − m | N − m |
| total | **n** | N − n | **N** |

A [random variable](http://en.wikipedia.org/wiki/Random_variable) X follows the hypergeometric distribution with parameters N, m and n if the probability is given by

![ P(X=k) = {{{m \choose k} {{N-m} \choose {n-k}}}\over {N \choose n}}.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANAAAABBBAMAAABSsDehAAAAMFBMVEX///8AAABiYmIiIiIMDAxAQEC2traKiorm5uYwMDAEBASenp7MzMx0dHQWFhZQUFD9luGqAAAFM0lEQVRYCcVYXWgcVRT+dvZv9me6qVibWsHRNiClkOShtWCri1AoaCBEIyJUtg+KCJGU+uKLTEIFUzBEoVTQwqJICxZcEXzog2yIPogUt2pVFGQbQQRBYqVPCnrOvXMn987Mpt2dSXtg7znn++45d+6dOzP3LJBALE8GX1I5HlDGug64dah/65ofUpuVRs2N5lBclLl5pLik+u6XxivA/L2wPlKw0D5nYH06Jz0VsCgM+whQ/cuDq2ChJWdA/TpTQYBcs7wLOItuoRHgbMStp9Hhho7dhL1rZmRmFCCT5BT9rErTYZswg5PYYG1tEk7OzcyWKfwsp7hOPwsTFts0N4OT2GBtuQX7FD7HZxT+Kqf4kH5f4WUL1vT09FGTY35QWabAE7iCKQ+Yo191iIAOyk+RYtE5iQzY/kJxUziD8y5As4PTJcCFw+Ox6JxEBmxPU9xB/I5DNEjWBUqTwBfngCU/n84NOIQMW9Wi85R9i6sBmslcIqGLD8Tq0vLNBq5hMJdItmvRTh3I9BiIuUSyU4t2mjRQSwM0k7lEcnsGqm8wI+ISyS3bDBN8mfaT4mJrY0CuY163T4G5RPKIiL4iWn5Ys2uhdJISD3KI6c/9W3R/ULRbaDaRK5cUmDPENryQE0NeFF3Oz3RJZ9pApUkG5vd/Q7MTIinB+YhU/xpeyHEaIYCSewQV/nhhidSLzA5z03kUQ6wDSnIM7Lpz+gk6QVgtmv3VHXC2HmJ0XarjfIlPrwO+VeqQYR322OVvnvz6vd6s1jFCH6SOT0mO+QK9S4438CXbc2PAATZ0Ee+WBR0RdqVLKvtp0yN1gX7iC4jimLXGTkBJjgGLppxZojc+Sf4e1Dw2dDnmkZdv6ZCwf6O2jCGaWJGuj17fDWrybu4SO4ryOQaydRporNplu7ANe1kbspu9gshl4J+Qt4K3GvQItZmocJdsu/QzO4ryOQbKk8DHrj/hqzF3fR/3QlO0elOaVR4dhFjOSGW2Pkfgcgd4GFkZdfwdsxt7223esQ9FCXU31WyzXrSP4oi53MZrB1Bui07lulDI/8nyKzuF4TdKTT4CkDwr4DE2SRY8obDia/tt6eut4gh78/7Rf/ynAnjpLr2XsK0jnWob+C9C9Au8LwIyoq3u3REJz8rDwUiE6BOo3iEC5EDzGPfC8ZlR3scIDZTZ2oeIlI5crIxHnr1G+0+g2j065n0HIsXSmfdI9Lzphm80Sa5BTY10nbQhu/ETHUBx1ABjnEj9F+pTlnuIHwqb9qu1M8RjH74teoBYvzCn+9d8J67Gs99Dfvxwm3s4k6iMbwP23P2uH6DUYyj9QHZT+T10pP7T+9FASuy6suJ1ZTIeD9CTHuz71rBnDYsBFmuoIiCWpJN1uwehYH6gvx6mAulGNV70O6BSCP2c4UUdu0nYj6t4nm41m72lSDtrA1nagGOK6j8qWi7y/pRfQAbj5ft4WKJq7/bswxUS3FzHJSXqv549ExLLFF9tFesu6TmPms0Srv8c4IMGaTG7zRroNCWmHXeZ82ddbjdJVmnlnplFidMnrvE2usZzGml1NSdtk85sgTj1wEzf0N/FiWu8jS7v9gy0mUt3yzbDhLaukUpJ4xKbsv6Tabj+2zSR9Z9MH6nx0hxV1n8yY6adZuZQroxHXzz6d5NhUf+F+NTcEn3x+N9NTng9tawxiSpdmhH/80lyIYZPD+Jz3wlwNSTrv/QyhzJx/TeFx2kFc+0Qla7LR92DONuCmFW6uc1s4frPZFP0FjyZbMXXKabuJ9X/kmYM8Yd9IGoAAAAASUVORK5CYII=)

![\frac{\prod_{i=1}^{c} \binom{m_i}{k_i}}{\binom{N}{n}}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFUAAAA8CAAAAAAyZakUAAAACXBIWXMAAAB4AAAAeACd9VpgAAAACXZwQWcAAABVAAAAPAA6Yl2yAAACe0lEQVRYw+WYUZHsIBBFsRALWMACFrAQC20BC1jAAhawgIW2wKMDJCSbMLUwU2+3lo9UhgmHTgOXG1j8RGFDrSDcVK6TVHB3tW5tqexSZIyWM3iGOvoPhfArA988CbaN1bEjYsZ8qlAxLs9USReDMsXGdERqDJo64thm4ERNF+F6728MXZGaBh6j55TTrQ6gR+0nW+SIXArZrA2qdPBIXVK7x3C9KlmEHCIPGlXBLb5DNQuHR6rWJbuJINIME4sNKHOdgg61W9RNf2BykFqOUsXNCkjx5lyLUWrvAWSfoMafRsVRKvDzw0Ed9/yYA1/GLfBvxKpMUyv1zmDiqjvfm1lNLRxx66uwQW8VSNGh2kPNlL3OW/tMNZ4EZClyu1wHvi520gvPVZvWOpJ3VNzk5XE67SLlhTeRV3WljKxn1S7VqDfVNqo3SUMVZ80LP6srydd1h3EZv+0w0unwnIE9WGXtaQAMdFeKZOb8m3pod1Nf0pqapy2mqCtKnNpjEai9l9SfjVVdV5z0A/fqGt9Krer6Xuq7HNFrqnx7+W0Z+D9U8qpBMBIOvmhsbeo4NZsYD5uMwdmmDlNdVgyNMt04d7apw9SyEUF0Kdjcw2FTR6nGVGoUplBbbzlGLV7Vp5c2vFI9n6NWr6oJzlf3ZecaolavugV5mAIFU9TsVQPQd03S/L0zOUW986qNTR2ksr5NfS81/kgqfoLK77+PAp+iHl711qYOUkHdV8+tAnv/5S3snLqUFU+HAXI/CAgM56jlXekwAPe5r9c5zapedTsM2AWQh9m9oARLo16/LcxL0X69G2avSvDk1/FsU8ep2atuhwGLudjUP+JdRso/tS1BzSQBI48AAAA8dEVYdENvbW1lbnQAIEltYWdlIGdlbmVyYXRlZCBieSBHTlUgR2hvc3RzY3JpcHQgKGRldmljZT1wbm1yYXcpCszMtoUAAAAASUVORK5CYII=) ![N = \sum_{i=1}^c m_i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGIAAAAyCAAAAACCQFElAAAACXBIWXMAAAB4AAAAeACd9VpgAAAACXZwQWcAAABiAAAAMgC9nkcpAAAB10lEQVRYw+2XbZHDIBCG1wIWsICFWMBCLKwFLKyFWMACFrCABQ5I0qTAXfYy5W6mU361nWQf9t3PQhx+4O6LiwQci7A6RjEWoexwoWB8LERIYo1FkJA4GPEXSftB/DsCOse+FmEqi84omFkIDaAft/zxhQly1T01ROFZXngJ64P6wu0gYKp+coaFILv1ZnPZY6Hp4sRCYJzk9uHq4GWAv0MQLPmOjLdVEw4OwidfhWY5kR4WW25UcoGJKGEKQYOgBkE+C+B5iLgAdEI2RzUnywbnJTrRILJln8OIZz2OU83QGcA1XBdLHiwqPNfbCZEDbnmBDApkHQ6bcq3czJTloViVB8LT6v/CXCqig87+gblgQvFvxtoLWstOaox9oWRjTri28ItORVNhawTuGc/1IkjXyc5sF3OykYyB4qQORNgse25NBUW9sn+EIumEgVwJfEGkZIY973hn7nlb7h9Lq1tE8jJEEW6PJNS8LUXfnnqkeP1jssbfQ9hmPuB3o4XueeGadCVeM2efICuDXl/03d8igjqr4i2mAuXNbvaZOxuI+6xqb4tAWefsaC80wXihXo7YxsxAxDpmxHkveTViHzMjhSI9PhZ5zAwVah8zx3dx9Z/nTRrIF0VuBJMJM+TyAAAAPHRFWHRDb21tZW50ACBJbWFnZSBnZW5lcmF0ZWQgYnkgR05VIEdob3N0c2NyaXB0IChkZXZpY2U9cG5tcmF3KQrMzLaFAAAAAElFTkSuQmCC) Distribuição hipergeométrica multivariada.

Distribuição de Poisson

If the expected number of occurrences in an interval is λ, then the probability that there are exactly k occurrences (k being a non-negative [integer](http://en.wikipedia.org/wiki/Integer), k = 0, 1, 2, ...) is equal to

![f(k; \lambda)=\frac{\lambda^k e^{-\lambda}}{k!},\,\!](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIwAAAAuCAMAAADNygHpAAAAM1BMVEX////o6Oi7u7uSkpI6OjpsbGwEBATR0dEsLCwLCwtKSkogICBaWlp+fn6mpqYAAAAUFBSBjHY3AAADGElEQVRYCc1YiZKDIAwNt9SD/v/XLkciUIXWVp11ZqsSICF5yYsLcPnFl44KbjrC80VMPTubGtsztbPwS5F69BaqoSc9XTaI3pbM3RCoxSq0QTO+yLY9cmrLTpPMjse9+JMLsO1tRUfWXnVUohNWlH09+oTXHHbk0nbDeFRrY75MRx6E6KQTH9ktEOYuHlkzcNA6vLcFboEw2ABb7t0yLqmYMDUOCUjoTGNDKt0C4UkHnQz/gl0eJXVeBSHADckNIsUp6vM/TIdgUcLT6E13Lp+VGwKg2VyF6SZLfFB8nrgUhqTTymW6l4jWs3KPTeNiKcGxOmjrxBseuA7xGEsW1NEt7AO0Morl+6DOpe8b5+I6+mQu4yTDEJPvVwupEthE3IQJV2EvqMzM98F+SAVMF1TAxllM6r0tTJshFQXyqy2jnY5PzOfpJA10fsnPhh7iXF69tZZ75jQxlhLhbva6DDwuwHBpUjzGZKYhSpv3eB2ZD0CQ/1qH+2l8xNA+qEOUe5FA5vOaSlz+pHi7eJ70kMrRk9g1QEZN3kRVhjkyX1g/bhG13fbLkRUh2Jz5amXYg0kNS5VVifm8kqFIki91NpcJl0QL3sFDxueg8H6qPLMy34QY88uobYv3poYDAtp7NUaO0049yMxHCw7o+HjqiLhdjbHyITdlu2C+d8a4o1dhKlU4MiZgSL0md8l8hTFlmM7oVRjhFvAhVBnhK3K5ecV8FwKYHAKAqR2qjBph4WAo2WvmuyK1TSrw2elY9EKvaqzwjjEO86Zmvt+KHt9JDq9KR3bMTkc6iIUOmwqsKFT7IvN9Qwe5EeCuwSZTIEhLmnzvvqHAEjeE+e0skvTuOU1ylarmT6AHU8jMq9H4xVMt4q+TKmnrZS3zxhED1lP5DHKuvqtSc5Vn7a37oLnKG6xPuRFw+2QSVL3A6Zy2czUhP+RGoGFMnnr909oIAIHnep0tDWsjED69W5PuGs+NwD8wpmgEqoy5yxmVnqIR2E+mava1L2Uj8B8gs2kErj1+Z/fcCPj/0+xV0s7a00W5EfgHxpSNQPOkf8f4FS1C6vNjAAAAAElFTkSuQmCC)

Matrizes

#include <string.h>

using namespace std;

**#define** MS 100

**#define** **fu**(i, n) **for**(**int** i=0; i<n; i++)

**struct mat**{

int m[**MS**][**MS**];

**void** **clear**(){

**memset**(m, 0, sizeof(m));

}

};

**mat operator+(mat &a, mat &b)**{

**mat** ret;

**fu**(i, **MS**) **fu**(j, **MS**) ret.m[i][j] = a.m[i][j] + b.m[i][j];

**return** ret;

}

**mat operator-(mat &a, mat &b)**{

mat ret;

**fu**(i, **MS**) **fu**(j, **MS**) ret.m[i][j] = a.m[i][j] - b.m[i][j];

**return** ret;

}

// needs +

**mat operator\*(mat &a, mat &b)**{

**mat** ret;

ret.clear();

**fu**(i, **MS**) **fu**(j, **MS**) **fu**(k, **MS**)

ret.m[i][j] = (ret.m[i][j] + a.m[i][k] \* b.m[k][j]);

**return** ret;

}

// needs + and \*

**mat pow**(**mat** a, **int** n){

**mat** ret;

ret.clear();

**fu**(i, **MS**) ret.m[i][i] = 1;

**while** (n > 0){

**if** (n & 1) ret = ret \* a;

a = a \* a;

n >>= 1;

}

**return** ret;

}

Estruturas de dados caseiras

Linked list simples

#define NMAX 25000000

struct **node**{

struct node \*next;

int value;

};

// alocação estática de nós.

**node** nodes[NMAX+10];

**int** nalloc = 0;

**node** \*newNode(){

**return** &nodes[nalloc++];

}

// adiciona nó na frente da lista.

**void** addList(**node** \*&head, **int** value){

**node** \*i = newNode();

i->next = head;

i->value = value;

head = i;

}

// iterando numa lista encadeada, NULL = lista vazia

**for** (**node** \***i** = head; **i** **!=** **NULL**; **i** = **i**->next){

*… i->value …*

}

Union-find

**#define** MAX 1000  
int p[MAX], rank[MAX];  
  
// **Inicializa um set x  
void** make\_set(int x) {  
   p[x] = x;  
  rank[x] = 0;  
}  
  
**void** link(int x,int y) {  
   if (rank[x] > rank[y])  
     p[y] = x;  
  else {  
      p[x] = y;  
      if (rank[x] == rank[y])  
        rank[y] = rank[y] + 1;  
  }  
}  
  
**// Find the set ID of item x**  
int find\_set(int x) {  
  if (x != p[x])  
     p[x] = find\_set(p[x]);  
   **return** p[x];  
}  
  
**// Union two set containing item x and item y**  
**void** union\_set(int x,int y) {  
  link (find\_set(x), find\_set(y));  
}

Heap

// HEAP TRADICIONAL, é 2x mais rápido que heaps com set, além de suportar atualização

**#define** **troca**(a, b) {int \_x; \_x=a; a=b; b=\_x;}

**#define** **MAXN** 10001

**int** dist[MAXN];

**int** heap[MAXN], heapsize=0;

**int** inv[MAXN]; // retorna a posicao de um vertice no heap

// esse heap da mais prioridade para as menores distancias

**int** comp(int a, int b){

**return** dist[heap[a]] - dist[heap[b]];

}

// faz um elemento ir na direcao das folhas

**void** sifup(int n){

**int** k = 2\*n;

**if** (k > heapsize) **return**;

**if** (k < heapsize && comp(k, k+1) > 0) k++;

**if** (comp(n, k) > 0){

troca (heap[n], heap[k]);

inv[ heap[n] ] = n;

inv[ heap[k] ] = k;

sifup(k);

}

}

// faz um elemento ir na direcao da raiz

**void** sifdown(**int** n){

int k = n/2;

**if** (!k) **return**;

**if** (comp(n, k) < 0){

troca (heap[n], heap[k]);

inv[ heap[n] ] = n;

inv[ heap[k] ] = k;

sifdown(k);

}

}

**void** addHeap(int a){

heap[++heapsize] = a;

inv[a] = heapsize;

sifdown(heapsize);

}

**int** getHeap(){

int k;

**if** (heapsize <= 0) **return** -1;

k = heap[1];

heap[1] = heap[heapsize--];

inv[heap[1]] = 1;

sifup(1);

**return** k;

}

**void** resetHeap(){

heapsize = 0;

}

//////////////////////

// “Heap” com set e comparador customizado

#include <set>

**class** cmp {

public:

**int** operator()(int x, int y){

**if** (dist[x] != dist[y])

**return** dist[x] < dist[y];

**return** x < y;

}

};

**set**<int, cmp> heap;

//////////////////////

// “Heap” com pair

#include <set>

typedef **pair**<**int**, **int**> ii;

**set**<ii> heap;

Hash Table (com list da STL)

#include <list>

#define **SIZE** 1000003

list<int> M[**SIZE**];

char word[NMAX][17];

**void** resetHashTable(){

**for** (**int** i = 0; i < **SIZE**; i++)

M[i].**clear**();

}

**int** H(**const** **char** \*s) {

**unsigned** **int** hash = 0;

**for** (**int** i = 0; s[i]; i++) {

hash = (hash **<<** 6) **+** (hash **<<** 16) **-** hash **+** s[i];

}

**return** hash % **SIZE**;

}

------🡪 Rotating hash (bem rápido)

**int** H(**const** **char** \*s){

**unsigned** **int** hash, i;

**for** (hash = 0x7A3D7F9, i=0; s[i]; ++i)

hash = (hash<<4) ^ (hash>>28) ^ s[i];

return hash % **SIZE**;

}

// se usar a lista encadeada caseira fica 2x mais rápido.

**int** find(**const** **char** \*s){

**int** key = H(s);

**list**<**int**> b = M[key];

**for** (list<**int**>::iterator it = b.begin(); it != b.end(); ++it){

**if** (!strcmp(word[\*it], s))

**return** \*it;

}

return -1;

}

**void** add(**int** i){

**int** key = H(word[i]);

M[key].push\_front(i);

}

Rolling Hash (*Rabin-Karp*)

// requer linked list simples

*char text[NMAX];*

node \*M[HSIZE];

#define CTE 29943829

unsigned int H(const char \*s, int len) {

unsigned int hash = 0;

for (int i = 0; i < len; i++) {

hash = CTE \* hash + s[i];

}

return hash;

}

int find (unsigned int key, const char \*s){

key %= CTE;

for (node \*i = M[key]; i != NULL; i = i->next){

*if (!strncmp(&text[i->value], s, n))*

return i->value;

}

return -1;

}

void add(int i, unsigned int key){

key %= CTE;

addList(M[key], i);

}

void resetHashTable(){

nalloc = 0; // linked list simples

for (int i=0; i<HSIZE; i++)

M[i] = NULL;

}

unsigned int fix = 1;

for (int i = 0; i < n; i++)

fix \*= CTE;

unsigned int fkey = H(text, n);

add (0, fkey);

**for** (**int** i=n; text[i]; i++){

// remove text[i-n] e adiciona text[i];

fkey = **CTE** \* fkey - fix \* text[i-n] + text[i];

***int*** *v = find(fkey, &text[i-n+1]);*

*if(v == -1){*

*add(i, fkey);*

*………………*

*} else …*

}

Árvore de Segmentos

// Use somente para intervalos de **1** até **maxi** ≤ **MAXN**

// **maxi** é definido em tempo de execução

// **MAXN** é definido em tempo de compilação

Obs.: (**idx** & -**idx**) isola o bit (1) menos significativo de **idx**

**#define** MAXN 4000

int tree[MAXN], maxi;

// retorna a frequencia acumulada de **1** até **i**

**int** read (**int** i){

**int** ret = 0;

**while**(i > 0){

ret += tree[i];

i -= (i & -i);

}

**return** ret;

}

// adiciona **v** na posição **i**

**void** add (**int** i, **int** v){

**while** (i <= maxi){

tree[i] += v;

i += (i & -i);

}

}

// retorna o valor em **i**

**int** readS (**int** i){

**int** sum = tree[i];

**if** (i > 0){

**int** z = i - (i & -i);

i--;

**while** (i != z){

sum -= tree[i];

i -= (i & -i);

}

}

**return** sum;

}

--------------------------------------

#include <stdio.h>

#include <algorithm>

#include <limits.h>

**using** **namespace** **std**;

**struct** intervalo{

**int** ini, fim, v; // Representa o intervalo [ini, fim]

struct **intervalo** \*esquerda, \*direita;

***int*** *menor; // para findmenor, findmaior, findmin e findmax*

***int*** *maior; // para findmenor, findmaior, findmin e findmax*

// Adiciona dif ao intervalo [a, b], O(H)

**void** add(**int** a, **int** b, **int** dif);

// Retorna o valor em x, O(H)

**int** valor(int x);

// Retorna soma do intervalo [a, b], O(H)

**int** soma(int a, int b);

// Retorna o menor x tal que valor(x) == k, O(N)

**int** findmenor(int k);

// Retorna o maior x tal que valor(x) == k

**int** findmaior(int k);

// Retorna o menor valor(x) no intervalo [a, b], O(N)

**int** findmin(int a, int b);

// Retorna o maior valor(x) no intervalo [a, b], O(N)

**int** findmax(int a, int b);

};

#define **MAXNODE** 1000000

**intervalo** intervalos[**MAXNODE**];

**int** intcount = 0;

**void** resetIntervalos(){

**int** count = 0;

}

**intervalo** \*newIntervalo(**int** ini, **int** fim){

**intervalo** \*ret = &intervalos[intcount++];

ret->ini = ini;

ret->fim = fim;

ret->v = 0;

ret->esquerda = ret->direita = NULL;

*// para findmenor, findmaior, findmin e findmax*

*ret->menor = 0;*

*ret->maior = 0;*

***return*** *ret; // lazy mode*

// Inicializacao O(n): eager mode

**if** (ini < fim){

int mid = (ini + fim)/2;

ret->esquerda = newIntervalo(ini, mid);

ret->direita = newIntervalo(mid+1, fim);

} **else** {

ret->esquerda = ret->direita = 0;

}

**return** ret;

}

**void** intervalo::add(int a, int b, int dif){

**if** (b < ini || a > fim) return;

**if** (a < ini) a = ini;

**if** (b > fim) b = fim;

**if** (a == ini && b == fim){

v += dif;

menor += dif;

maior += dif;

} **else** {

*// essas duas linhas soh sao necessarias no lazy mode*

*if(!esquerda) esquerda = newIntervalo(ini, (ini + fim)/2);*

*if(!direita) direita = newIntervalo((ini + fim)/2 + 1, fim);*

esquerda->add(a, b, dif);

direita->add(a, b, dif);

menor = **min**(esquerda->menor, direita->menor) + v;

maior = **max**(esquerda->maior, direita->maior) + v;

}

}

**int** intervalo::valor(**int** x){

**if** (x < ini || x > fim) **return** 0;

**int** ret = 0;

**if** (ini <= x && x <= fim)

ret += v;

**if** (ini < fim){

*// if soh eh necessario no lazy mode*

*if(esquerda)* ret += esquerda->valor(x);

*if(direita)* ret += direita->valor(x);

}

**return** ret;

}

**int** intervalo::soma(**int** a, **int** b){

**if** (b < ini || a > fim) **return** 0;

**if** (a < ini) a = ini;

**if** (b > fim) b = fim;

**int** ret = (b - a + 1) \* v;

**if** (ini < fim){

*// if soh eh necessario no lazy mode*

*if(esquerda)* ret += esquerda->soma(a, b);

*if(direita)* ret += direita->soma(a, b);

}

**return** ret;

}

**int** intervalo::findmenor(**int** k){

**if** (ini == fim) **return** k == v ? ini : -1;

**if** (menor > k || maior < k) **return** -1; // nao esta aqui

**if** (menor == maior) **return** ini;

**int** ret = -1;

*// if soh eh necessario no lazy mode*

*if (esquerda)* ret = esquerda->findmenor(k - v);

**if** (ret == -1)

*if (direita)* ret = direita->findmenor(k - v);

**return** ret;

}

**int** intervalo::findmaior(**int** k){

**if** (ini == fim) return k == v ? ini : -1;

**if** (menor > k || maior < k) **return** -1; // nao esta aqui

**if** (menor == maior) **return** fim;

**int** ret = -1;

*// if soh eh necessario no lazy mode*

*if (direita)* ret = direita->findmaior(k - v);

**if** (ret == -1)

*if (esquerda)* ret = esquerda->findmaior(k - v);

**return** ret;

}

**int** intervalo::findmin(**int** a, **int** b){

**if** (a > fim || b < ini) **return** **INT**\_**MAX**/2;

**if** (a < ini) a = ini;

**if** (b > fim) b = fim;

**if** (ini == a && b == fim)

**return** menor;

*// modo lazy*

***int*** *ret = maior;*

***if*** *(esquerda) ret =* ***min****(ret, v + esquerda->findmin(a, b));*

***if*** *(direita) ret =* ***min****(ret, v + direita->findmin(a, b));*

***return*** *ret;*

// modo eager

**return** v + **min**(esquerda->findmin(a, b), direita->findmin(a, b));

}

**int** intervalo::findmax(**int** a, **int** b){

**if** (a > fim || b < ini) **return** -**INT**\_**MAX**/2;

**if** (a < ini) a = ini;

**if** (b > fim) b = fim;

**if** (ini == a && b == fim)

**return** maior;

*// modo lazy*

*int ret = menor;*

***if*** *(esquerda) ret = max(ret, v + esquerda->findmax(a, b));*

***if*** *(direita) ret = max(ret, v + direita->findmax(a, b));*

***return*** *ret;*

// modo eager

**return** v + max(esquerda->findmax(a, b), direita->findmax(a, b));

}

Algoritmos Geométricos

Usar bizuário geométrico do bart...

#include <complex>  
#include <algorithm>

#include <vector>  
#include <queue>

using namespace std;

**#define** fu(i, n) for(int i=0; i<n; i++)

typedef complex<double> point;

typedef vector<point> poly;

Calcular reta get\_reta()

**typedef** struct{ int x, y; } **ponto**;

**typedef** struct{ int a, b, c; } **reta**;

// calcula coeficientes (a, b, c) da reta definida pelos pontos p e q

// needs normaliza();z

**void** get\_reta(**ponto** &p, **ponto** &q, **reta** &r){

r.a = p.y - q.y;

r.b = q.x - p.x;

r.c = p.y \* q.x - q.y \* p.x;

**normaliza**(r.a, r.b, r.c);

}

Calcular area area()

// CALCULA ÁREA

double area(poly &p){

double ret=0;

for (int i = 0; i < p.size(); ++i)

ret += imag(p[i]\*conj(p[(i+1)%p.size()]));

**return** abs(ret)\*0.5;

}

Testa ponto em segmento onSegment()

// Verifica se p está no segmento definido pelos

// pontos a e b.

bool onSegment(point p, point a, point b){

if(a == b) **return** p==a;

point x=b-a; p \*= conj(x);

**return** p.imag()==0 && 0 <= p.real() && p.real()<=norm(x);

}

Distância entre segmentos distSeg()

// Calcula distancia entre os segmentos ab e cd

// Use somente com complex<double>

**#define** alt(m, n) **if**(0<m.real() && m.real()<n) \

ret = min(ret,\abs(m.imag())/sqrt(n));

double distSeg(point a, point b, point c, point d){

point x=conj(b-a), y=conj(d-c);

point va=(a-c)\*y, vb=(b-c)\*y, vc=(c-a)\*x, vd=(d-a)\*x;

**if**(va.imag()\*vb.imag()<0 && vc.imag()\*vd.imag()<0) **return** 0.0;

double ret=min(min(abs(a-c), abs(a-d)), min(abs(b-c), abs(b-d)));

double nx=norm(x), ny=norm(y);

alt(va, ny); alt(vb, ny); alt(vc, nx); alt(vd, nx);

**return** ret;

}

Testa ponto em poly pointInsidePolygon()

// Ponto dentro do poly? Usa winding number

// 1=dentro, 0=em cima, -1=fora

int pointInsidePolygon(point2 p, const poly &P){

int wn = 0;

for(int j=0, i=P.size()-1; j<P.size(); i=j++){

**if**(onSegment(p, P[i], P[j])) **return** 0;

point2 a = P[i], b = P[j];

**if**(a.imag() < b.imag()) swap(a, b);

**if**(b.imag()<=p.imag() && p.imag()<a.imag() &&

((p-b)\*conj(a-b)).imag()>0)

**if**(a==P[i]) wn++; else wn--;

}

**if**(!wn) **return** -1;

**return** 1;

}

typedef pair<double,point> circle;

// Circunferencia que passa pelos pontos A, B e C

circle circumcirle(point A, point B, point C){

double a = norm(C-B), b = norm(C-A), c = norm(A-B);

double aa = a \* (b+c-a), bb = b \* (c+a-b), cc = c \* (a+b-c);

point centre = (A\*aa + B\*bb + C\*cc) / (aa + bb + cc);

**if** (a == 0) centre = (A+B) \* 0.5;

**if** (b == 0) centre = (A+B) \* 0.5;

**if** (c == 0) centre = (A+C) \* 0.5;

**return** circle(abs(A-centre), centre);

}

// include para random\_shuffle()

#include <utility>

**#define** EPS 1E-8

**#define** CIRCLE(a, b) circle(abs(a-b)/2, (a+b)\*0.5)

**#define** atalho(i,j) fu(i,j)**if**(abs(p[i]-D.second)-EPS>D.first)

// Calcula o menor circumcirculo de n pontos em O(n)

// mindisk1 e mindisk2 sao funcoes auxiliares

circle mindisk(poly &p){

int s = p.size();

**if**(s==1) **return** circle(0.0, p[0]);

circle D=CIRCLE(p[0],p[1]);

atalho(i,s){D=CIRCLE(p[0],p[i]);

atalho(j, i){D=CIRCLE(p[j], p[i]);

atalho(k,j) D=circumcirle(p[j], p[k], p[i]);

}

}

**return** D;

}

Algoritmos em Grafos

Gowen – Min Cost Flow

/\* Min cost flow em O(w \* n²)

\* Entrada:

\* - n: número de vertices da rede

\* - s: vértice iniciall (fonte)

\* - t: vértice final (destino)

\* - cap: Capacidade das arestas

\* - cost: Custo unitário por fluxo

\* Saída:

\* Retorna valores diferentes de -1 caso configuração

\* de custo mínimo.

\* Vértices enumerados de 1 a n.

\*/

**#define** MIN(a,b) ((a)<(b)?(a):(b))

**#define** MAX\_SIZE 1024

**#define** INF 1E10

**#define** NORMAL 1

**#define** REVERSE -1

**int** n, s, t;

**int** cap[MAX\_SIZE][MAX\_SIZE], flow[MAX\_SIZE][MAX\_SIZE], tp[MAX\_SIZE], p[MAX\_SIZE];

**double** cost[MAX\_SIZE][MAX\_SIZE], dist[MAX\_SIZE];

int floyd(){

**int** i, j, k;

**double** d[MAX\_SIZE][MAX\_SIZE];

**for** (i=1; i<=n; i++){

**for** (j=1; j<=n; j++)

**if** (cap[i][j] > 0)

d[i][j] = cost[i][j];

**else**

d[i][j] = INF;

d[i][i] = 0;

}

**for** (k=1; k<=n; k++)

**for** (i=1; i<=n; i++)

**for** (j=1; j<=n; j++){

**if** (d[i][j] + d[j][i] < 0)

**return** 0;

**if** (d[i][j] > d[i][k] + d[k][j])

d[i][j] = d[i][k] + d[k][j];

}

**for** (i=1; i<=n; i++)

dist[i] = d[s][i];

**return** 1;

}

int dijkstra(){

**int** i, j, min, nrex;

**int** mark[MAX\_SIZE];

**double** d[MAX\_SIZE];

**for** (i=1; i<=n; i++){

d[i] = dist[i];

dist[i] = INF;

mark[i] = 0;

}

p[s] = s;

dist[s] = 0;

mark[s] = 1;

i = s; nrex = n;

**while** (--nrex){

min = -1;

**for** (j=1; j<=n; j++){

**if** (mark[j])

continue;

**if** (cap[i][j] > flow[i][j])

**if** (dist[j] > dist[i] + cost[i][j] + d[i] - d[j]){

dist[j] = dist[i] + cost[i][j] + d[i] - d[j];

p[j] = i;

tp[j] = NORMAL;

}

**if** (flow[j][i] > 0)

**if** (dist[j] > dist[i]-cost[j][i]+d[i]-d[j]){

dist[j] = dist[i]-cost[j][i]+d[i]-d[j];

p[j] = i;

tp[j] = REVERSE;

}

**if** (min == -1)

min = j;

**if** (dist[min] > dist[j])

min = j;

}

mark[min] = 1;

i = min;

}

**if** (dist[t] == INF) **return** 0;

**for** (i=1; i<=n; i++)

dist[i] += d[i];

**return** 1;

}

double gowen(int wanted\_flow){

**int** i, j, f = 0, aug;

**double** c = 0;

**for** (i=1; i<=n; i++){

dist[i] = 0;

**for** (j=1; j<=n; j++)

flow[i][j] = 0;

}

**if** (**!**floyd()) **return** -1;

**while** (f < wanted\_flow){

**if** (!dijkstra()) **return** -1;

aug = wanted\_flow - f;

**for** (i = t; i != s; i = p[i]){

**if** (tp[i] == NORMAL)

aug = MIN(aug, cap[p[i]][i]-flow[p[i]][i]);

**else**

aug = MIN(aug, flow[i][p[i]]);

}

**for** (i = t; i != s; i = p[i]){

**if** (tp[i] == NORMAL){

flow[p[i]][i] += aug;

c += cost[p[i]][i] \* aug;

} **else** {

flow[i][p[i]] -= aug;

c -= cost[i][p[i]] \* aug;

}

}

f += aug;

}

**return** c;

}

Componentes biconexas e pontes

/\* Componentes Biconectadas e pontes

\* Entrada:

\* - G: **Lista de adjacencia** do grafo nao-direcionado

\* - g: grau dos vertices

\* - N: Quantidade de vértices

\* Saída:

\* A gosto do freguês.

\* Obs: vértices de 0 a N-1

\* Componentes biconexas não têm pontes, mas podem

\* ter pontos de articulação!

\*/

**int** vis[NMAX];

void reset(){

**for** (int i=0; i<N\_vertices; i++)

vis[i] = 0;  
}

**int** biponte(**int** v, **int** pai){

if(vis[v]) **return** vis[v];

**int** R = vis[v] = intime++;

**for**(**int** i=0; i<g[v]; i++){

**if**(G[v][i] == pai)

**continue**;

**int** r = biponte(G[v][i], v);

**if**(r < R){

// v está na mesma componente biconexa de G[v][i]

// union\_set(v, G[v][i]);

R = r;

}

}

**if**(R >= vis[v] && pai != -1)

printf("ponte -> (%d, %d)\n", v+1, pai+1);

// Se o grafo permitir multiplas arestas, verificar

// se a aresta (v+1, pai+1) ocorre mais de uma vez.

**return** R;

}

**void** biconexo(){

intime = 1;

**for** (**int** i=0; i<N; i++)

**biponte**(i, -1);

}

Componentes fortemente conexas

/\* Determina as CFC em O(V+E)

\* Entrada:

\* - G: **Matriz de adjacência** do grafo direcionado

\* - n: Quantidade de vértices

\* Saída:

\* A gosto do freguês, modifique a função CFC().

\* Obs: vértices de 0 a n-1

\*/

#include <stack>

#include <vector>

using namespace std;

**int** n;

**int** G[NMAX][NMAX];

**bool** foi[NMAX];

**stack**<**int**> P;

**vector**<**int**> V;

**void** **dfs**(**int** i){

foi[i] = **true**;

**for** (**int** j=0;j<n;j++)

**if** (G[i][j] && !foi[j])

**dfs**(j);

P.push(i);

}

**void** dfsT(**int** i){

foi[i] = **true**;

V.push\_back(i);

**for**(**int** j=0;j<n;j++)

**if** (G[j][i] && **!**foi[j]){

**// j está na mesma componente conexa que i**

dfsT(j);

}

}

**void** CFC(){

memset(foi,0,sizeof(foi));

**for**(**int** i=0;i<n;i++)

**if** (!foi[i])

dfs(i);

memset(foi,0,sizeof(foi));

**while**(!P.empty()){

**int** u = P.top(); P.pop();

**if** (!foi[u]){

V.clear();

dfsT(u);

// V contém os vértices de um CFC

}

}

}

Lista de adjacência

Na hora de implementar, arrancar fora as structs... (não deu tempo de revisar a parte de grafos).

#include <string.h>

template<class tipo >

struct gLista{

int G[NMAX][NMAX], grau[NMAX];

tipo w[NMAX][NMAX];

int n;

**void** clear(){

**memset**(grau, 0, sizeof(grau));

**memset**(w, 0, sizeof(w));

}

};

Matriz de adjacência

Na hora de implementar, arrancar fora as structs... (não deu tempo de revisar a parte de grafos).

#include <string.h>

template<class tipo>

struct gMatriz{

tipo G[NMAX][NMAX];

int n,s,t;

**void** clear(){

**memset**(G,0,sizeof(G));

}

};

Ordenação topológica – lista topologica()

// Ordenação topológica com lista de adj O(V + E)

// Vértices enumerados de 0 até n-1

// Entrada:

// 1 - g: lista de adjacencia

// Saída:

// stack<int> com os elementos na ordem topológica

#include <stack>

**typedef** gLista<int > grafo;

**bool** foi[NMAX];

**void** **topo\_dfs**(int i, grafo &g, stack<int> Q){

foi[i] = 1;

**for** (**int** j = 0; j < g.grau[i]; j++)

**if** (!foi[g.G[i][j]])

**topo\_dfs**(g.G[i][j], g, Q);

Q.push(i);

}

**stack**<**int**> **topologica**(grafo &g){

**stack**<**int**> ret;

**memset**(foi, 0, sizeof(foi));

**for** (int i = 0; i < g.n; i++)

**if** (!foi[i])

**topo\_dfs**(i, g, ret);

}

Caminho mínimo em DAG dagShortestPath()

#include <algorithm>

#include <limits.h>

// Dag Shortest Path com lista de adj O(V + E)

// Determina caminho mais curto de origem s

// em um GRAFO ACICLIO ORIENTADO

// Vértices enumerados de 0 até n-1

// Entrada:

// 1 - g: **lista de adjacencia**

// 2 - s: Vértice de origem

// 3 - d[]: Vetor que comportara as menores distâncias

// Saída:

// vetor d[] com as distâncias

// obs.: Aceita pesos negativos

// needs topologica()

typedef gLista<int > grafo;

**void** **dagShortestPath**(grafo &g, int s, int d[]){

**for** (int i=0; i < g.n; i++)

d[i] = INT\_MAX/2;

d[s] = 0;

**for**(stack<int> Q = **topologica**(g); !Q.empty(); Q.pop()){

**int** i = Q.top();

**for** (**int** j = 0; j < g.grau[i]; j++)

d[g.G[i][j]] = **min**(d[g.G[i][j]], d[i] + g.w[i][g.G[i][j]]);

}

}

Weighted Bipartite Matching – maxmatch()

// **Maximal** Weighted Bipartite Matching (Hungarian)

// Complexidade: O(n^3) - Kuhn-Munkres

// Entrada: w[][] = matriz com os pesos

// n = numero de vértices

// Saída: m[] matriz com o matching

// Valor de retorno: Soma do matching

// Obs.: vértices de 0 a n-1

// Se quiser o matching mínimo, passe a matriz -w.

#include <vector>

#include <numeric>

using namespace std;

**#define** NMAX 30

**#define** INF (1<<20)

**#define** SIZE (2\*NMAX+1)

**int** n = 0;

**int** w[NMAX][NMAX], m[SIZE];

**int** maxmatch(){

**int** L[SIZE], slack[SIZE], pai[SIZE];

**char** s[SIZE], t[SIZE];

**int** nmatch = 0;

**for** (**int** i = 0, j = n; I < n; i++, j++){

L[i] = \*max\_element(&w[i][0], &w[i][n]);

L[j] = 0;

m[i] = m[j] = -1;

}

**while**(nmatch < n){

**for**(**int** i = 0, j = n; i < n; i++, j++){

s[i] = 0; t[j] = 0;

slack[j] = INF;

pai[i] = i; pai[j] = j;

}

**int** u, y;

vector<**int**> V;

**for**(u=0; u<n; u++)

**if**(m[u] == -1){

s[u]++;

V.push\_back(u);

break;

}

**for** (;;){

**for** (**int** i = 0; i < V.size(); i++){

u = V[i];

**for** (y = 2\*n - 1; y >= n; y--)

**if** (!t[y]){

**int** d = L[u] + L[y] - w[u][y-n];

**if** (!d){

pai[y] = u; *// aumenta a hungarian tree*

**if** (m[y] == -1){ *// augmenting path encontrado*

**for** (; pai[y] != y; y = pai[pai[y]]){

m[y] = pai[y];

m[pai[y]] = y;

}

nmatch++;

**goto** fora;

}

t[y]++; u = m[y];

s[u]++; V.push\_back(u);

pai[u] = y;

}

**else** **if** (slack[y] > d) slack[y] = d;

}

}

**int** a = INF;

**for** (y = 2\*n - 1; y >= n; y--)

**if**(!t[y] && a > slack[y]) a = slack[y];

**for** (**int** i=0, j=n; i<n; i++, j++){

**if**(s[i]) L[i] -= a;

**if**(t[j]) L[j] += a;

**else** slack[j] -= a;

}

}

fora: continue;

}

**return** accumulate(&L[0], &L[2\*n], 0);

}

int main(){

printf ("Maximal Match = %d\n", **maxmatch()** );

printf ("Matchings:\n");

for (int i = 0; i < n; i++)

printf("linha = %d, coluna = %d: valor = %d\n",

**m[i] - n**, **i**, w[m[i] - n][i]);

}

Floyd-Warshall

// all pairs shortest path

12 **procedure** *FloydWarshall* ()

13 **for** *k*: = 1 **to** *n*

14 **for each** (*i*, *j*) **in** {1,..,*n*}2

15 path[i][j] = min ( path[i][j], path[i][k]+path[k][j] );

-----

for (int i = 0; i < N; i++)  
    for (int j = 0; j < N; j++)  
        next[i][j] = j;  
  
**for** (**int** k = 0; k < N; k++)  
  **for** (**int** i = 0; i < N; i++)  
    **for** (**int** j = 0; j < N; j++) {  
      **if** (dist[i][k] + dist[k][j] < dist[i][j]) {  
        dist[i][j] = dist[i][k] + dist[k][j];  
        next[i][j] = next[i][k];  
      }  
  
// print a path from s to t  
**for** (**int** x = s; x != t; x = next[x][t]) printf("%d ", x);  
printf("%d\n", t);

Fluxo máximo - Golgberg goldberg()

/\* Goldberg (push-relabel) com matriz O(V^3)

\* Determina MAX FLOW entre s e t

\* Vértices enumerados de 0 até n-1

\* Entrada:

\* 1 - G: Matriz das capacidades

\* 2 - G.s: Vértice de origem

\* 3 - G.t: Vértice de destino

\* 4 - G.n: total de vértices

\* Saída:

\* 1 - <tipo> max flow.

\* 2 - matriz flow (fluxos).

\*/

#include <algorithm>

#include <queue>

#include <string.h>

using namespace std;

**#define** fu(i,n) for(int i = 0; i < (n); i++)

**#define** MIN(a,b) ((a) < (b) ? (a) : (b))

**#define** NMAX 100

typedef struct gMatriz{

int G[NMAX][NMAX]; // tipo

int n, s, t;

} grafo;

deque<int> Q;

bool foi[NMAX];

**void** enqueue(int v, int relabel){

if (foi[v] == 1) **return**;

foi[v] = 1;

if (relabel) Q.push\_front(v);

else Q.push\_back(v);

}

int dequeue(){

int v = Q.front(); Q.pop\_front();

foi[v] = 0;

**return** v;

}

int flow[NMAX][NMAX]; // tipo

int goldberg(grafo &g){ // tipo

int ex[NMAX], h[NMAX]; // tipo

int delta; // tipo

int u, v, mind;

memset(foi, 0, sizeof(foi));

memset(flow, 0, sizeof(flow));

h[g.s] = g.n;

fu (u,g.n){

if (u == g.s) continue;

h[u] = 0;

flow[g.s][u] = g.G[g.s][u];

flow[u][g.s] = -flow[g.s][u];

ex[u] = flow[g.s][u];

if (ex[u] > 0 && u != g.t)

enqueue(u, 1);

}

while (!Q.empty()){

u = dequeue(); mind = 2\*g.n;

fu (v,g.n){

if (!ex[u]) break;

if(flow[u][v] == g.G[u][v] || u == v)

continue;

if (h[v] == h[u] - 1){

delta = min(ex[u], g.G[u][v]-flow[u][v]);

flow[u][v] += delta;

flow[v][u] -= delta;

ex[u] -= delta;

ex[v] += delta;

if(v != g.t && v != g.s)

enqueue(v,0);

}

else if (mind > h[v]) mind = h[v];

}

if (ex[u] > 0){

h[u] = mind + 1;

enqueue(u, 1);

}

}

**return** ex[g.t];

}

Bellman-Ford bellmanFord()

procedure BellmanFord(list vertices, list edges, vertex source)

// Step 1: Initialize graph

for each vertex v in vertices:

if v is source then v.distance := 0

else v.distance := infinity

v.predecessor := null

// Step 2: relax edges repeatedly

for i from 1 to size(vertices) - 1:

for each edge uv in edges: // uv is the edge from u to v

u := uv.source

v := uv.destination

if u.distance + uv.weight < v.distance:

v.distance := u.distance + uv.weight

v.predecessor := u

// Step 3: check for negative-weight cycles

for each edge uv in edges:

u := uv.source

v := uv.destination

if u.distance + uv.weight < v.distance:

error "Graph contains a negative-weight cycle"

/\* Bellman-Ford com lista de adj O(V\*E)

\* Determina caminho mais curto de origem s

\* Vértices enumerados de 0 até n-1

\* Entrada:

\* 1 - g: lista de adjacencia

\* 2 - s: Vértice de origem

\* 3 - dist[]: Vetor que comportara

\* as menores distâncias

\* Saída:

\* **true** - se existir ciclo negativo

\* **false** - se não existir ciclo negativo

\* vetor dist[] com as distâncias

\*/

#include <algorithm>

#include <limits.h>

typedef gLista<int > grafo;

bool bellmanFord(grafo &g, int s, int d[]){

for(int i = 0; i < g.n; i++)

d[i] = INT\_MAX/2;

d[s] = 0;

for (int k = 0; k < g.n – 1; k++)

for (int i = 0; i < g.n; i++)

for (int j = 0; j < g.grau[i]; j++)

d[g.G[i][j]] = **min**(d[g.G[i][j]], d[i] + g.w[i][g.G[i][j]]);

// so para dectar ciclo negativo alcansável a partir de s

for (int i = 0; i < g.n; i++)

for (int j = 0; j < g.grau[i]; j++)

if (d[g.G[i][j]] > d[i] + g.w[i][g.G[i][j]])

**return true**;

**return** **false**;

}

**// Bellman-Ford com lista de arestas**

int n, m;

int d[1010];

**typedef** **struct**{int s, t, w;} **aresta**;

**aresta** A[2010];

**bool** **negcircle**(){

**for**(**int** i = 0; i < n; i++)

d[i] = INT\_MAX/2;

d[0] = 0;

**for** (**int** k = 0; k < n - 1; k++)

**for**(**int** i=0; i<m; i++)

d[A[i].t] = **min**(d[A[i].t], d[A[i].s] + A[i].w);

// para detectar ciclo negativo alcansável a partir de s

**for**(**int** i=0; i<m; i++)

**if** (d[A[i].t] > d[A[i].s] + A[i].w)

**return** **true**;

**return** **false**;

}

Caminho mínimo – Dijkstra - matriz

dijkstra()

/\* Dijkstra com matriz sem heap O(n^2)

\* Determina menor distância entre s e t

\* Vértices enumerados de 0 até n-1

\* Entrada:

\* 1 - G: Matriz das distâncias

\* 2 - s: Vértice de origem

\* 3 - t: Vértice de destino

\* Saída:

\* 1 - d[]: Vetor com as distâncias mínimas (t = -1)

\* 2 - pai[]

\* Auxiliar:

\* 1 - foi[]

\*/

#include <string.h>

**#define** INF (1<<30)-1

**#define** NMAX 100

typedef gMatriz<int> grafo;

int d[NMAX], pai[NMAX];

bool foi[NMAX];

int getmin(grafo &g){

int imin = -1;

int dmin = INF;

fu(i, g.n)

if(d[i] < dmin && !foi[i]){

imin = i; dmin = d[i];

}

**return** imin;

}

int dijkstra(grafo &g, int s, int t = -1){

for (int i = 0; i < g.n; i++){

d[i] = INF;

foi[i] = 0;

}

**memset**(pai,0xFF,sizeof(pai));

d[s] = 0;

int i;

while((i=**getmin**(g)) != -1){

foi[i] = 1;

if(i == t) **return** d[i];

for (int j = 0; j < g.n; j++)

if(g.G[i][j] && !foi[j] && d[j] > d[i] + g.G[i][j]){

d[j] = d[i] + g.G[i][j];

pai[j] = i;

}

}

**return** -1;

}

Caminho mínimo – Dijkstra – lista + set dijkstra()

/\* Dijkstra com matriz com heap O((e+n)\*log(n))

\* Determina menor distância entre s e t

\* Vértices enumerados de 0 até n-1

\* Entrada:

\* 1 - G: Matriz das distâncias

\* 2 - s: Vértice de origem

\* 3 - t: Vértice de destino

\* Saída:

\* 1 - d[]: Vetor com as distâncias mínimas (t = -1)

\* 2 - pai[]

\* Auxiliar:

\* 1 - foi[]

\*/

#include <set>

#include <utility>

**#define** INF (1<<30)-1

typedef gLista<int> grafo;

typedef pair<int,int> ii;

int d[NMAX], pai[NMAX];

int dijkstra(grafo &g, int s, int t = -1){

bool foi[NMAX];

set<ii> H;

for(int i = 0; i < g.n; i++){

d[i] = INF;

foi[i] = 0;

}

memset(pai,0xFF,sizeof(pai));

H.**insert**(ii(0,s));

d[s] = 0;

**while** (!H.**empty**()){

int i = H.**begin**()->second;

H.**erase**(H.**begin**());

foi[i] = 1;

**if** (i == t) **return** d[i];

**for**(int j = 0; j < g.grau[i]; j++){

int u = g.G[i][j];

**if** (!foi[u] && d[u] > d[i] + g.w[i][u]){

**if** (d[u] != INF) H.**erase**(ii(d[u], u));

d[u] = d[i] + g.w[i][u];

pai[u] = i;

H.**insert**(ii(d[u], u));

}

}

}

**return** -1;

}

Euler Tour

* An undirected graph has a closed Euler tour iff it is connected and each vertex has an even degree.
* An undirected graph has an open Euler tour iff it is connected, and each vertex, except for exactly two vertices, has an even degree. The two vertices of odd degree have to be the endpoints of the tour.
* A directed graph has a closed Euler tour iff it is strongly connected and the in-degree of each vertex is equal to its out-degree.
* Similarly, a directed graph has an open Euler tour iff it is strongly connected and for each vertex the difference between its in-degree and out-degree is 0, except for two vertices. In one of them the difference has to be +1 (this will be the beginning of the tour) and in the other one the difference has to be -1 (this will be its end).

'tour' is a stack

find\_tour(u):

for each edge e=(u,v) in E:

remove e from E

find\_tour(v)

**prepend** u to tour

to find the tour, clear stack 'tour' and call find\_tour(u),

where u is any vertex with a non-zero degree.

Algoritmos com strings
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Tabela ASCII

Char Dec Oct Hex | Char Dec Oct Hex | Char Dec Oct Hex | Char Dec Oct Hex

-------------------------------------------------------------------------------------

(nul) 0 0000 0x00 | (sp) 32 0040 0x20 | @ 64 0100 0x40 | ` 96 0140 0x60

(soh) 1 0001 0x01 | ! 33 0041 0x21 | A 65 0101 0x41 | a 97 0141 0x61

(stx) 2 0002 0x02 | " 34 0042 0x22 | B 66 0102 0x42 | b 98 0142 0x62

(etx) 3 0003 0x03 | # 35 0043 0x23 | C 67 0103 0x43 | c 99 0143 0x63

(eot) 4 0004 0x04 | $ 36 0044 0x24 | D 68 0104 0x44 | d 100 0144 0x64

(enq) 5 0005 0x05 | % 37 0045 0x25 | E 69 0105 0x45 | e 101 0145 0x65

(ack) 6 0006 0x06 | & 38 0046 0x26 | F 70 0106 0x46 | f 102 0146 0x66

(bel) 7 0007 0x07 | ' 39 0047 0x27 | G 71 0107 0x47 | g 103 0147 0x67

(bs) 8 0010 0x08 | ( 40 0050 0x28 | H 72 0110 0x48 | h 104 0150 0x68

(ht) 9 0011 0x09 | ) 41 0051 0x29 | I 73 0111 0x49 | i 105 0151 0x69

(nl) 10 0012 0x0a | \* 42 0052 0x2a | J 74 0112 0x4a | j 106 0152 0x6a

(vt) 11 0013 0x0b | + 43 0053 0x2b | K 75 0113 0x4b | k 107 0153 0x6b

(np) 12 0014 0x0c | , 44 0054 0x2c | L 76 0114 0x4c | l 108 0154 0x6c

(cr) 13 0015 0x0d | - 45 0055 0x2d | M 77 0115 0x4d | m 109 0155 0x6d

(so) 14 0016 0x0e | . 46 0056 0x2e | N 78 0116 0x4e | n 110 0156 0x6e

(si) 15 0017 0x0f | / 47 0057 0x2f | O 79 0117 0x4f | o 111 0157 0x6f

(dle) 16 0020 0x10 | 0 48 0060 0x30 | P 80 0120 0x50 | p 112 0160 0x70

(dc1) 17 0021 0x11 | 1 49 0061 0x31 | Q 81 0121 0x51 | q 113 0161 0x71

(dc2) 18 0022 0x12 | 2 50 0062 0x32 | R 82 0122 0x52 | r 114 0162 0x72

(dc3) 19 0023 0x13 | 3 51 0063 0x33 | S 83 0123 0x53 | s 115 0163 0x73

(dc4) 20 0024 0x14 | 4 52 0064 0x34 | T 84 0124 0x54 | t 116 0164 0x74

(nak) 21 0025 0x15 | 5 53 0065 0x35 | U 85 0125 0x55 | u 117 0165 0x75

(syn) 22 0026 0x16 | 6 54 0066 0x36 | V 86 0126 0x56 | v 118 0166 0x76

(etb) 23 0027 0x17 | 7 55 0067 0x37 | W 87 0127 0x57 | w 119 0167 0x77

(can) 24 0030 0x18 | 8 56 0070 0x38 | X 88 0130 0x58 | x 120 0170 0x78

(em) 25 0031 0x19 | 9 57 0071 0x39 | Y 89 0131 0x59 | y 121 0171 0x79

(sub) 26 0032 0x1a | : 58 0072 0x3a | Z 90 0132 0x5a | z 122 0172 0x7a

(esc) 27 0033 0x1b | ; 59 0073 0x3b | [ 91 0133 0x5b | { 123 0173 0x7b

(fs) 28 0034 0x1c | < 60 0074 0x3c | \ 92 0134 0x5c | | 124 0174 0x7c

(gs) 29 0035 0x1d | = 61 0075 0x3d | ] 93 0135 0x5d | } 125 0175 0x7d

(rs) 30 0036 0x1e | > 62 0076 0x3e | ^ 94 0136 0x5e | ~ 126 0176 0x7e

(us) 31 0037 0x1f | ? 63 0077 0x3f | \_ 95 0137 0x5f | (del) 127 0177 0x7f